R Notebook

library(knitr)  
library(ggplot2)  
library(plyr)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:plyr':  
##   
## arrange, count, desc, failwith, id, mutate, rename, summarise,  
## summarize

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(corrplot)

## corrplot 0.84 loaded

library(caret)

## Loading required package: lattice

library(gridExtra)

##   
## Attaching package: 'gridExtra'

## The following object is masked from 'package:dplyr':  
##   
## combine

library(scales)  
library(Rmisc)  
library(ggrepel)  
library(randomForest)

## randomForest 4.6-14

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:gridExtra':  
##   
## combine

## The following object is masked from 'package:dplyr':  
##   
## combine

## The following object is masked from 'package:ggplot2':  
##   
## margin

library(psych)

##   
## Attaching package: 'psych'

## The following object is masked from 'package:randomForest':  
##   
## outlier

## The following objects are masked from 'package:scales':  
##   
## alpha, rescale

## The following objects are masked from 'package:ggplot2':  
##   
## %+%, alpha

library(xgboost)

##   
## Attaching package: 'xgboost'

## The following object is masked from 'package:dplyr':  
##   
## slice

test <- read.csv("Data/test.csv", stringsAsFactors = FALSE)  
View(test)  
str(test)

## 'data.frame': 1459 obs. of 80 variables:  
## $ Id : int 1461 1462 1463 1464 1465 1466 1467 1468 1469 1470 ...  
## $ MSSubClass : int 20 20 60 60 120 60 20 60 20 20 ...  
## $ MSZoning : chr "RH" "RL" "RL" "RL" ...  
## $ LotFrontage : int 80 81 74 78 43 75 NA 63 85 70 ...  
## $ LotArea : int 11622 14267 13830 9978 5005 10000 7980 8402 10176 8400 ...  
## $ Street : chr "Pave" "Pave" "Pave" "Pave" ...  
## $ Alley : chr NA NA NA NA ...  
## $ LotShape : chr "Reg" "IR1" "IR1" "IR1" ...  
## $ LandContour : chr "Lvl" "Lvl" "Lvl" "Lvl" ...  
## $ Utilities : chr "AllPub" "AllPub" "AllPub" "AllPub" ...  
## $ LotConfig : chr "Inside" "Corner" "Inside" "Inside" ...  
## $ LandSlope : chr "Gtl" "Gtl" "Gtl" "Gtl" ...  
## $ Neighborhood : chr "NAmes" "NAmes" "Gilbert" "Gilbert" ...  
## $ Condition1 : chr "Feedr" "Norm" "Norm" "Norm" ...  
## $ Condition2 : chr "Norm" "Norm" "Norm" "Norm" ...  
## $ BldgType : chr "1Fam" "1Fam" "1Fam" "1Fam" ...  
## $ HouseStyle : chr "1Story" "1Story" "2Story" "2Story" ...  
## $ OverallQual : int 5 6 5 6 8 6 6 6 7 4 ...  
## $ OverallCond : int 6 6 5 6 5 5 7 5 5 5 ...  
## $ YearBuilt : int 1961 1958 1997 1998 1992 1993 1992 1998 1990 1970 ...  
## $ YearRemodAdd : int 1961 1958 1998 1998 1992 1994 2007 1998 1990 1970 ...  
## $ RoofStyle : chr "Gable" "Hip" "Gable" "Gable" ...  
## $ RoofMatl : chr "CompShg" "CompShg" "CompShg" "CompShg" ...  
## $ Exterior1st : chr "VinylSd" "Wd Sdng" "VinylSd" "VinylSd" ...  
## $ Exterior2nd : chr "VinylSd" "Wd Sdng" "VinylSd" "VinylSd" ...  
## $ MasVnrType : chr "None" "BrkFace" "None" "BrkFace" ...  
## $ MasVnrArea : int 0 108 0 20 0 0 0 0 0 0 ...  
## $ ExterQual : chr "TA" "TA" "TA" "TA" ...  
## $ ExterCond : chr "TA" "TA" "TA" "TA" ...  
## $ Foundation : chr "CBlock" "CBlock" "PConc" "PConc" ...  
## $ BsmtQual : chr "TA" "TA" "Gd" "TA" ...  
## $ BsmtCond : chr "TA" "TA" "TA" "TA" ...  
## $ BsmtExposure : chr "No" "No" "No" "No" ...  
## $ BsmtFinType1 : chr "Rec" "ALQ" "GLQ" "GLQ" ...  
## $ BsmtFinSF1 : int 468 923 791 602 263 0 935 0 637 804 ...  
## $ BsmtFinType2 : chr "LwQ" "Unf" "Unf" "Unf" ...  
## $ BsmtFinSF2 : int 144 0 0 0 0 0 0 0 0 78 ...  
## $ BsmtUnfSF : int 270 406 137 324 1017 763 233 789 663 0 ...  
## $ TotalBsmtSF : int 882 1329 928 926 1280 763 1168 789 1300 882 ...  
## $ Heating : chr "GasA" "GasA" "GasA" "GasA" ...  
## $ HeatingQC : chr "TA" "TA" "Gd" "Ex" ...  
## $ CentralAir : chr "Y" "Y" "Y" "Y" ...  
## $ Electrical : chr "SBrkr" "SBrkr" "SBrkr" "SBrkr" ...  
## $ X1stFlrSF : int 896 1329 928 926 1280 763 1187 789 1341 882 ...  
## $ X2ndFlrSF : int 0 0 701 678 0 892 0 676 0 0 ...  
## $ LowQualFinSF : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ GrLivArea : int 896 1329 1629 1604 1280 1655 1187 1465 1341 882 ...  
## $ BsmtFullBath : int 0 0 0 0 0 0 1 0 1 1 ...  
## $ BsmtHalfBath : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ FullBath : int 1 1 2 2 2 2 2 2 1 1 ...  
## $ HalfBath : int 0 1 1 1 0 1 0 1 1 0 ...  
## $ BedroomAbvGr : int 2 3 3 3 2 3 3 3 2 2 ...  
## $ KitchenAbvGr : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ KitchenQual : chr "TA" "Gd" "TA" "Gd" ...  
## $ TotRmsAbvGrd : int 5 6 6 7 5 7 6 7 5 4 ...  
## $ Functional : chr "Typ" "Typ" "Typ" "Typ" ...  
## $ Fireplaces : int 0 0 1 1 0 1 0 1 1 0 ...  
## $ FireplaceQu : chr NA NA "TA" "Gd" ...  
## $ GarageType : chr "Attchd" "Attchd" "Attchd" "Attchd" ...  
## $ GarageYrBlt : int 1961 1958 1997 1998 1992 1993 1992 1998 1990 1970 ...  
## $ GarageFinish : chr "Unf" "Unf" "Fin" "Fin" ...  
## $ GarageCars : int 1 1 2 2 2 2 2 2 2 2 ...  
## $ GarageArea : int 730 312 482 470 506 440 420 393 506 525 ...  
## $ GarageQual : chr "TA" "TA" "TA" "TA" ...  
## $ GarageCond : chr "TA" "TA" "TA" "TA" ...  
## $ PavedDrive : chr "Y" "Y" "Y" "Y" ...  
## $ WoodDeckSF : int 140 393 212 360 0 157 483 0 192 240 ...  
## $ OpenPorchSF : int 0 36 34 36 82 84 21 75 0 0 ...  
## $ EnclosedPorch: int 0 0 0 0 0 0 0 0 0 0 ...  
## $ X3SsnPorch : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ ScreenPorch : int 120 0 0 0 144 0 0 0 0 0 ...  
## $ PoolArea : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ PoolQC : chr NA NA NA NA ...  
## $ Fence : chr "MnPrv" NA "MnPrv" NA ...  
## $ MiscFeature : chr NA "Gar2" NA NA ...  
## $ MiscVal : int 0 12500 0 0 0 0 500 0 0 0 ...  
## $ MoSold : int 6 6 3 6 1 4 3 5 2 4 ...  
## $ YrSold : int 2010 2010 2010 2010 2010 2010 2010 2010 2010 2010 ...  
## $ SaleType : chr "WD" "WD" "WD" "WD" ...  
## $ SaleCondition: chr "Normal" "Normal" "Normal" "Normal" ...

train <- read.csv("Data/train.csv", stringsAsFactors = FALSE)  
View(train)  
str(train)

## 'data.frame': 1460 obs. of 81 variables:  
## $ Id : int 1 2 3 4 5 6 7 8 9 10 ...  
## $ MSSubClass : int 60 20 60 70 60 50 20 60 50 190 ...  
## $ MSZoning : chr "RL" "RL" "RL" "RL" ...  
## $ LotFrontage : int 65 80 68 60 84 85 75 NA 51 50 ...  
## $ LotArea : int 8450 9600 11250 9550 14260 14115 10084 10382 6120 7420 ...  
## $ Street : chr "Pave" "Pave" "Pave" "Pave" ...  
## $ Alley : chr NA NA NA NA ...  
## $ LotShape : chr "Reg" "Reg" "IR1" "IR1" ...  
## $ LandContour : chr "Lvl" "Lvl" "Lvl" "Lvl" ...  
## $ Utilities : chr "AllPub" "AllPub" "AllPub" "AllPub" ...  
## $ LotConfig : chr "Inside" "FR2" "Inside" "Corner" ...  
## $ LandSlope : chr "Gtl" "Gtl" "Gtl" "Gtl" ...  
## $ Neighborhood : chr "CollgCr" "Veenker" "CollgCr" "Crawfor" ...  
## $ Condition1 : chr "Norm" "Feedr" "Norm" "Norm" ...  
## $ Condition2 : chr "Norm" "Norm" "Norm" "Norm" ...  
## $ BldgType : chr "1Fam" "1Fam" "1Fam" "1Fam" ...  
## $ HouseStyle : chr "2Story" "1Story" "2Story" "2Story" ...  
## $ OverallQual : int 7 6 7 7 8 5 8 7 7 5 ...  
## $ OverallCond : int 5 8 5 5 5 5 5 6 5 6 ...  
## $ YearBuilt : int 2003 1976 2001 1915 2000 1993 2004 1973 1931 1939 ...  
## $ YearRemodAdd : int 2003 1976 2002 1970 2000 1995 2005 1973 1950 1950 ...  
## $ RoofStyle : chr "Gable" "Gable" "Gable" "Gable" ...  
## $ RoofMatl : chr "CompShg" "CompShg" "CompShg" "CompShg" ...  
## $ Exterior1st : chr "VinylSd" "MetalSd" "VinylSd" "Wd Sdng" ...  
## $ Exterior2nd : chr "VinylSd" "MetalSd" "VinylSd" "Wd Shng" ...  
## $ MasVnrType : chr "BrkFace" "None" "BrkFace" "None" ...  
## $ MasVnrArea : int 196 0 162 0 350 0 186 240 0 0 ...  
## $ ExterQual : chr "Gd" "TA" "Gd" "TA" ...  
## $ ExterCond : chr "TA" "TA" "TA" "TA" ...  
## $ Foundation : chr "PConc" "CBlock" "PConc" "BrkTil" ...  
## $ BsmtQual : chr "Gd" "Gd" "Gd" "TA" ...  
## $ BsmtCond : chr "TA" "TA" "TA" "Gd" ...  
## $ BsmtExposure : chr "No" "Gd" "Mn" "No" ...  
## $ BsmtFinType1 : chr "GLQ" "ALQ" "GLQ" "ALQ" ...  
## $ BsmtFinSF1 : int 706 978 486 216 655 732 1369 859 0 851 ...  
## $ BsmtFinType2 : chr "Unf" "Unf" "Unf" "Unf" ...  
## $ BsmtFinSF2 : int 0 0 0 0 0 0 0 32 0 0 ...  
## $ BsmtUnfSF : int 150 284 434 540 490 64 317 216 952 140 ...  
## $ TotalBsmtSF : int 856 1262 920 756 1145 796 1686 1107 952 991 ...  
## $ Heating : chr "GasA" "GasA" "GasA" "GasA" ...  
## $ HeatingQC : chr "Ex" "Ex" "Ex" "Gd" ...  
## $ CentralAir : chr "Y" "Y" "Y" "Y" ...  
## $ Electrical : chr "SBrkr" "SBrkr" "SBrkr" "SBrkr" ...  
## $ X1stFlrSF : int 856 1262 920 961 1145 796 1694 1107 1022 1077 ...  
## $ X2ndFlrSF : int 854 0 866 756 1053 566 0 983 752 0 ...  
## $ LowQualFinSF : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ GrLivArea : int 1710 1262 1786 1717 2198 1362 1694 2090 1774 1077 ...  
## $ BsmtFullBath : int 1 0 1 1 1 1 1 1 0 1 ...  
## $ BsmtHalfBath : int 0 1 0 0 0 0 0 0 0 0 ...  
## $ FullBath : int 2 2 2 1 2 1 2 2 2 1 ...  
## $ HalfBath : int 1 0 1 0 1 1 0 1 0 0 ...  
## $ BedroomAbvGr : int 3 3 3 3 4 1 3 3 2 2 ...  
## $ KitchenAbvGr : int 1 1 1 1 1 1 1 1 2 2 ...  
## $ KitchenQual : chr "Gd" "TA" "Gd" "Gd" ...  
## $ TotRmsAbvGrd : int 8 6 6 7 9 5 7 7 8 5 ...  
## $ Functional : chr "Typ" "Typ" "Typ" "Typ" ...  
## $ Fireplaces : int 0 1 1 1 1 0 1 2 2 2 ...  
## $ FireplaceQu : chr NA "TA" "TA" "Gd" ...  
## $ GarageType : chr "Attchd" "Attchd" "Attchd" "Detchd" ...  
## $ GarageYrBlt : int 2003 1976 2001 1998 2000 1993 2004 1973 1931 1939 ...  
## $ GarageFinish : chr "RFn" "RFn" "RFn" "Unf" ...  
## $ GarageCars : int 2 2 2 3 3 2 2 2 2 1 ...  
## $ GarageArea : int 548 460 608 642 836 480 636 484 468 205 ...  
## $ GarageQual : chr "TA" "TA" "TA" "TA" ...  
## $ GarageCond : chr "TA" "TA" "TA" "TA" ...  
## $ PavedDrive : chr "Y" "Y" "Y" "Y" ...  
## $ WoodDeckSF : int 0 298 0 0 192 40 255 235 90 0 ...  
## $ OpenPorchSF : int 61 0 42 35 84 30 57 204 0 4 ...  
## $ EnclosedPorch: int 0 0 0 272 0 0 0 228 205 0 ...  
## $ X3SsnPorch : int 0 0 0 0 0 320 0 0 0 0 ...  
## $ ScreenPorch : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ PoolArea : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ PoolQC : chr NA NA NA NA ...  
## $ Fence : chr NA NA NA NA ...  
## $ MiscFeature : chr NA NA NA NA ...  
## $ MiscVal : int 0 0 0 0 0 700 0 350 0 0 ...  
## $ MoSold : int 2 5 9 2 12 10 8 11 4 1 ...  
## $ YrSold : int 2008 2007 2008 2006 2008 2009 2007 2009 2008 2008 ...  
## $ SaleType : chr "WD" "WD" "WD" "WD" ...  
## $ SaleCondition: chr "Normal" "Normal" "Normal" "Abnorml" ...  
## $ SalePrice : int 208500 181500 223500 140000 250000 143000 307000 200000 129900 118000 ...

##Combine Train & Test into singular dataframe by dropping ID column  
test.IDs <- test$Id  
test$Id <- NULL  
train$Id <- NULL  
  
test$SalePrice <- NA  
df.combined <- rbind(train, test)  
str(df.combined)

## 'data.frame': 2919 obs. of 80 variables:  
## $ MSSubClass : int 60 20 60 70 60 50 20 60 50 190 ...  
## $ MSZoning : chr "RL" "RL" "RL" "RL" ...  
## $ LotFrontage : int 65 80 68 60 84 85 75 NA 51 50 ...  
## $ LotArea : int 8450 9600 11250 9550 14260 14115 10084 10382 6120 7420 ...  
## $ Street : chr "Pave" "Pave" "Pave" "Pave" ...  
## $ Alley : chr NA NA NA NA ...  
## $ LotShape : chr "Reg" "Reg" "IR1" "IR1" ...  
## $ LandContour : chr "Lvl" "Lvl" "Lvl" "Lvl" ...  
## $ Utilities : chr "AllPub" "AllPub" "AllPub" "AllPub" ...  
## $ LotConfig : chr "Inside" "FR2" "Inside" "Corner" ...  
## $ LandSlope : chr "Gtl" "Gtl" "Gtl" "Gtl" ...  
## $ Neighborhood : chr "CollgCr" "Veenker" "CollgCr" "Crawfor" ...  
## $ Condition1 : chr "Norm" "Feedr" "Norm" "Norm" ...  
## $ Condition2 : chr "Norm" "Norm" "Norm" "Norm" ...  
## $ BldgType : chr "1Fam" "1Fam" "1Fam" "1Fam" ...  
## $ HouseStyle : chr "2Story" "1Story" "2Story" "2Story" ...  
## $ OverallQual : int 7 6 7 7 8 5 8 7 7 5 ...  
## $ OverallCond : int 5 8 5 5 5 5 5 6 5 6 ...  
## $ YearBuilt : int 2003 1976 2001 1915 2000 1993 2004 1973 1931 1939 ...  
## $ YearRemodAdd : int 2003 1976 2002 1970 2000 1995 2005 1973 1950 1950 ...  
## $ RoofStyle : chr "Gable" "Gable" "Gable" "Gable" ...  
## $ RoofMatl : chr "CompShg" "CompShg" "CompShg" "CompShg" ...  
## $ Exterior1st : chr "VinylSd" "MetalSd" "VinylSd" "Wd Sdng" ...  
## $ Exterior2nd : chr "VinylSd" "MetalSd" "VinylSd" "Wd Shng" ...  
## $ MasVnrType : chr "BrkFace" "None" "BrkFace" "None" ...  
## $ MasVnrArea : int 196 0 162 0 350 0 186 240 0 0 ...  
## $ ExterQual : chr "Gd" "TA" "Gd" "TA" ...  
## $ ExterCond : chr "TA" "TA" "TA" "TA" ...  
## $ Foundation : chr "PConc" "CBlock" "PConc" "BrkTil" ...  
## $ BsmtQual : chr "Gd" "Gd" "Gd" "TA" ...  
## $ BsmtCond : chr "TA" "TA" "TA" "Gd" ...  
## $ BsmtExposure : chr "No" "Gd" "Mn" "No" ...  
## $ BsmtFinType1 : chr "GLQ" "ALQ" "GLQ" "ALQ" ...  
## $ BsmtFinSF1 : int 706 978 486 216 655 732 1369 859 0 851 ...  
## $ BsmtFinType2 : chr "Unf" "Unf" "Unf" "Unf" ...  
## $ BsmtFinSF2 : int 0 0 0 0 0 0 0 32 0 0 ...  
## $ BsmtUnfSF : int 150 284 434 540 490 64 317 216 952 140 ...  
## $ TotalBsmtSF : int 856 1262 920 756 1145 796 1686 1107 952 991 ...  
## $ Heating : chr "GasA" "GasA" "GasA" "GasA" ...  
## $ HeatingQC : chr "Ex" "Ex" "Ex" "Gd" ...  
## $ CentralAir : chr "Y" "Y" "Y" "Y" ...  
## $ Electrical : chr "SBrkr" "SBrkr" "SBrkr" "SBrkr" ...  
## $ X1stFlrSF : int 856 1262 920 961 1145 796 1694 1107 1022 1077 ...  
## $ X2ndFlrSF : int 854 0 866 756 1053 566 0 983 752 0 ...  
## $ LowQualFinSF : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ GrLivArea : int 1710 1262 1786 1717 2198 1362 1694 2090 1774 1077 ...  
## $ BsmtFullBath : int 1 0 1 1 1 1 1 1 0 1 ...  
## $ BsmtHalfBath : int 0 1 0 0 0 0 0 0 0 0 ...  
## $ FullBath : int 2 2 2 1 2 1 2 2 2 1 ...  
## $ HalfBath : int 1 0 1 0 1 1 0 1 0 0 ...  
## $ BedroomAbvGr : int 3 3 3 3 4 1 3 3 2 2 ...  
## $ KitchenAbvGr : int 1 1 1 1 1 1 1 1 2 2 ...  
## $ KitchenQual : chr "Gd" "TA" "Gd" "Gd" ...  
## $ TotRmsAbvGrd : int 8 6 6 7 9 5 7 7 8 5 ...  
## $ Functional : chr "Typ" "Typ" "Typ" "Typ" ...  
## $ Fireplaces : int 0 1 1 1 1 0 1 2 2 2 ...  
## $ FireplaceQu : chr NA "TA" "TA" "Gd" ...  
## $ GarageType : chr "Attchd" "Attchd" "Attchd" "Detchd" ...  
## $ GarageYrBlt : int 2003 1976 2001 1998 2000 1993 2004 1973 1931 1939 ...  
## $ GarageFinish : chr "RFn" "RFn" "RFn" "Unf" ...  
## $ GarageCars : int 2 2 2 3 3 2 2 2 2 1 ...  
## $ GarageArea : int 548 460 608 642 836 480 636 484 468 205 ...  
## $ GarageQual : chr "TA" "TA" "TA" "TA" ...  
## $ GarageCond : chr "TA" "TA" "TA" "TA" ...  
## $ PavedDrive : chr "Y" "Y" "Y" "Y" ...  
## $ WoodDeckSF : int 0 298 0 0 192 40 255 235 90 0 ...  
## $ OpenPorchSF : int 61 0 42 35 84 30 57 204 0 4 ...  
## $ EnclosedPorch: int 0 0 0 272 0 0 0 228 205 0 ...  
## $ X3SsnPorch : int 0 0 0 0 0 320 0 0 0 0 ...  
## $ ScreenPorch : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ PoolArea : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ PoolQC : chr NA NA NA NA ...  
## $ Fence : chr NA NA NA NA ...  
## $ MiscFeature : chr NA NA NA NA ...  
## $ MiscVal : int 0 0 0 0 0 700 0 350 0 0 ...  
## $ MoSold : int 2 5 9 2 12 10 8 11 4 1 ...  
## $ YrSold : int 2008 2007 2008 2006 2008 2009 2007 2009 2008 2008 ...  
## $ SaleType : chr "WD" "WD" "WD" "WD" ...  
## $ SaleCondition: chr "Normal" "Normal" "Normal" "Abnorml" ...  
## $ SalePrice : int 208500 181500 223500 140000 250000 143000 307000 200000 129900 118000 ...

##Visualize distribution of SalePrice Values  
summary(df.combined$SalePrice)

## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
## 34900 129975 163000 180921 214000 755000 1459

ggplot(data = df.combined[!is.na(df.combined$SalePrice),], aes(x = SalePrice)) +  
 geom\_histogram(fill = "blue", binwidth = 10000) +  
 scale\_x\_continuous(breaks = seq(0, 800000, by = 100000), labels = scales::comma)
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##Index Vector of Numeric Variables  
numeric.Vars <- which(sapply(df.combined, is.numeric))   
##Names Vector of Numeric Variables  
numeric.VarNames <- names(numeric.Vars)  
  
cat(length(numeric.Vars), 'numeric variables')

## 37 numeric variables

##Dataframe of Numeric Variables  
df.numeric.Vars <- df.combined[, numeric.Vars]  
##Correlation of Numeric Variables  
correlation.numeric.Vars <- cor(df.numeric.Vars, use = "pairwise.complete.obs")  
##Sort on decreasing correlations by SalePrice  
correlation.sorted <- as.matrix(sort(correlation.numeric.Vars[, 'SalePrice'], decreasing = TRUE))  
##Select High Correlations  
correlation.high <- names(which(apply(correlation.sorted, 1, function(x) abs(x) > 0.5)))  
correlation.numeric.Vars <- correlation.numeric.Vars[correlation.high, correlation.high]  
##Correlation Plot  
corrplot.mixed(correlation.numeric.Vars, tl.col="black", tl.pos = "lt")
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##SalePrice vs. Overall Quality (Highest Correlation to SalePrice)  
ggplot(data = df.combined[!is.na(df.combined$SalePrice),], aes(x = factor(OverallQual), y = SalePrice))+  
 geom\_boxplot() + labs(x = 'Overall Quality') +  
 scale\_y\_continuous(breaks = seq(0, 800000, by = 100000), labels = scales::comma)
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##SalePrice vs. GrLivArea (2nd Highest Correlation to SalePrice)  
ggplot(data = df.combined[!is.na(df.combined$SalePrice),], aes(x = GrLivArea, y = SalePrice)) +  
 geom\_point(col = 'blue') + geom\_smooth(method = "lm", se = FALSE, color = "black", aes(group = 1)) +  
 scale\_y\_continuous(breaks = seq(0, 800000, by = 100000), labels = scales::comma) +  
 geom\_text\_repel(aes(label = ifelse(df.combined$GrLivArea[!is.na(df.combined$SalePrice)] > 4500, rownames(df.combined), '')))
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##Low SalePrice, High Quality Outliers  
df.combined[c(524, 1299), c('SalePrice', 'GrLivArea', 'OverallQual')]

## SalePrice GrLivArea OverallQual  
## 524 184750 4676 10  
## 1299 160000 5642 10

##Variables with Missing Values  
NAcol <- which(colSums(is.na(df.combined)) > 0)  
sort(colSums(sapply(df.combined[NAcol], is.na)), decreasing = TRUE)

## PoolQC MiscFeature Alley Fence SalePrice   
## 2909 2814 2721 2348 1459   
## FireplaceQu LotFrontage GarageYrBlt GarageFinish GarageQual   
## 1420 486 159 159 159   
## GarageCond GarageType BsmtCond BsmtExposure BsmtQual   
## 159 157 82 82 81   
## BsmtFinType2 BsmtFinType1 MasVnrType MasVnrArea MSZoning   
## 80 79 24 23 4   
## Utilities BsmtFullBath BsmtHalfBath Functional Exterior1st   
## 2 2 2 2 1   
## Exterior2nd BsmtFinSF1 BsmtFinSF2 BsmtUnfSF TotalBsmtSF   
## 1 1 1 1 1   
## Electrical KitchenQual GarageCars GarageArea SaleType   
## 1 1 1 1 1

cat(length(NAcol), 'variables with missing values')

## 35 variables with missing values

##Imputing Missing Pool Values  
unique(df.combined$PoolQC)

## [1] NA "Ex" "Fa" "Gd"

df.combined$PoolQC[is.na(df.combined$PoolQC)] <- 'None'  
  
##Quality Level Vector  
Qualities <- c('None' = 0, 'Po' = 1, 'Fa' = 2, 'TA' = 3, 'Gd' = 4, 'Ex' = 5)  
  
##Impute PoolQC with Quality Level Vector  
df.combined$PoolQC <- as.integer(revalue(df.combined$PoolQC, Qualities))

## The following `from` values were not present in `x`: Po, TA

table(df.combined$PoolQC)

##   
## 0 2 4 5   
## 2909 2 4 4

##Verify 3 values without PoolQC  
df.combined[df.combined$PoolArea > 0 & df.combined$PoolQC == 0, c('PoolArea', 'PoolQC', 'OverallQual')]

## PoolArea PoolQC OverallQual  
## 2421 368 0 4  
## 2504 444 0 6  
## 2600 561 0 3

##Impute 3 values without PoolQC with OverallQual  
df.combined$PoolQC[2421] <- 2  
df.combined$PoolQC[2504] <- 3  
df.combined$PoolQC[2600] <- 2

##Imputing Missing MiscFeature Values  
unique(df.combined$MiscFeature)

## [1] NA "Shed" "Gar2" "Othr" "TenC"

df.combined$MiscFeature[is.na(df.combined$MiscFeature)] <- 'None'  
df.combined$MiscFeature <- as.factor(df.combined$MiscFeature)  
  
ggplot(df.combined[!is.na(df.combined$SalePrice),], aes(x = MiscFeature, y = SalePrice)) +  
 geom\_bar(stat = 'summary', fun.y = "median", fill = 'blue') +  
 scale\_y\_continuous(breaks = seq(0, 800000, by = 100000), labels = scales::comma) +  
 geom\_label(stat = "count", aes(label = ..count.., y = ..count..))
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table(df.combined$MiscFeature)

##   
## Gar2 None Othr Shed TenC   
## 5 2814 4 95 1

##Imputing Missing Alley Values  
unique(df.combined$Alley)

## [1] NA "Grvl" "Pave"

df.combined$Alley[is.na(df.combined$Alley)] <- 'None'  
df.combined$Alley <- as.factor(df.combined$Alley)  
table(df.combined$Alley)

##   
## Grvl None Pave   
## 120 2721 78

ggplot(df.combined[!is.na(df.combined$SalePrice),], aes(x = Alley, y = SalePrice)) +  
 geom\_bar(stat = 'summary', fun.y = "median", fill = 'blue')+  
 scale\_y\_continuous(breaks = seq(0, 200000, by = 50000), labels = scales::comma) +  
 geom\_label(stat = "count", aes(label = ..count.., y = ..count..))
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##Imputing Missing Fence Values  
unique(df.combined$Fence)

## [1] NA "MnPrv" "GdWo" "GdPrv" "MnWw"

df.combined$Fence[is.na(df.combined$Fence)] <- 'None'  
table(df.combined$Fence)

##   
## GdPrv GdWo MnPrv MnWw None   
## 118 112 329 12 2348

df.combined[!is.na(df.combined$SalePrice),] %>%   
 group\_by(Fence) %>%   
 summarise(median = median(SalePrice), counts=n())

## # A tibble: 5 x 3  
## Fence median counts  
## <chr> <dbl> <int>  
## 1 GdPrv 167500 59  
## 2 GdWo 138750 54  
## 3 MnPrv 137450 157  
## 4 MnWw 130000 11  
## 5 None 173000 1179

df.combined$Fence <- as.factor(df.combined$Fence)

##Imputing Missing Fireplace Values  
  
##FireplaceQu  
unique(df.combined$FireplaceQu)

## [1] NA "TA" "Gd" "Fa" "Ex" "Po"

df.combined$FireplaceQu[is.na(df.combined$FireplaceQu)] <- 'None'  
df.combined$FireplaceQu <- as.integer(revalue(df.combined$FireplaceQu, Qualities))  
table(df.combined$FireplaceQu)

##   
## 0 1 2 3 4 5   
## 1420 46 74 592 744 43

##Fireplaces  
unique(df.combined$Fireplaces)

## [1] 0 1 2 3 4

table(df.combined$Fireplaces)

##   
## 0 1 2 3 4   
## 1420 1268 219 11 1

sum(table(df.combined$Fireplaces))

## [1] 2919

##Imputing Missing Lot Values  
  
##LotFrontage  
unique(df.combined$LotFrontage)

## [1] 65 80 68 60 84 85 75 NA 51 50 70 91 72 66 101 57 44  
## [18] 110 98 47 108 112 74 115 61 48 33 52 100 24 89 63 76 81  
## [35] 95 69 21 32 78 121 122 40 105 73 77 64 94 34 90 55 88  
## [52] 82 71 120 107 92 134 62 86 141 97 54 41 79 174 99 67 83  
## [69] 43 103 93 30 129 140 35 37 118 87 116 150 111 49 96 59 36  
## [86] 56 102 58 38 109 130 53 137 45 106 104 42 39 144 114 128 149  
## [103] 313 168 182 138 160 152 124 153 46 26 25 119 31 28 117 113 125  
## [120] 135 136 22 123 195 155 126 200 131 133

table(is.na(df.combined$LotFrontage))

##   
## FALSE TRUE   
## 2433 486

ggplot(df.combined[!is.na(df.combined$LotFrontage),], aes(x = as.factor(Neighborhood), y = LotFrontage)) +  
 geom\_bar(stat = 'summary', fun.y = "median", fill = 'blue') +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))
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for (i in 1:nrow(df.combined)){  
 if(is.na(df.combined$LotFrontage[i])){  
 df.combined$LotFrontage[i] <- as.integer(median(df.combined$LotFrontage[df.combined$Neighborhood == df.combined$Neighborhood[i]], na.rm = TRUE))   
 }  
}  
  
##LotShape  
unique(df.combined$LotShape)

## [1] "Reg" "IR1" "IR2" "IR3"

df.combined$LotShape <- as.integer(revalue(df.combined$LotShape, c('IR3' = 0, 'IR2' = 1, 'IR1' = 2, 'Reg'= 3)))  
table(df.combined$LotShape)

##   
## 0 1 2 3   
## 16 76 968 1859

sum(table(df.combined$LotShape))

## [1] 2919

##LotConfig  
unique(df.combined$LotConfig)

## [1] "Inside" "FR2" "Corner" "CulDSac" "FR3"

ggplot(df.combined[!is.na(df.combined$SalePrice),], aes(x = as.factor(LotConfig), y = SalePrice)) +  
 geom\_bar(stat = 'summary', fun.y = "median", fill = 'blue')+  
 scale\_y\_continuous(breaks = seq(0, 800000, by = 100000), labels = scales::comma) +  
 geom\_label(stat = "count", aes(label = ..count.., y = ..count..))

![](data:image/png;base64,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)

df.combined$LotConfig <- as.factor(df.combined$LotConfig)  
table(df.combined$LotConfig)

##   
## Corner CulDSac FR2 FR3 Inside   
## 511 176 85 14 2133

sum(table(df.combined$LotConfig))

## [1] 2919

##Imputing Missing Garage Values  
unique(df.combined$GarageYrBlt)

## [1] 2003 1976 2001 1998 2000 1993 2004 1973 1931 1939 1965 2005 1962 2006  
## [15] 1960 1991 1970 1967 1958 1930 2002 1968 2007 2008 1957 1920 1966 1959  
## [29] 1995 1954 1953 NA 1983 1977 1997 1985 1963 1981 1964 1999 1935 1990  
## [43] 1945 1987 1989 1915 1956 1948 1974 2009 1950 1961 1921 1900 1979 1951  
## [57] 1969 1936 1975 1971 1923 1984 1926 1955 1986 1988 1916 1932 1972 1918  
## [71] 1980 1924 1996 1940 1949 1994 1910 1978 1982 1992 1925 1941 2010 1927  
## [85] 1947 1937 1942 1938 1952 1928 1922 1934 1906 1914 1946 1908 1929 1933  
## [99] 1917 1896 1895 2207 1943 1919

table(is.na(df.combined$GarageYrBlt))

##   
## FALSE TRUE   
## 2760 159

##159 NA's - Replacing GarageYrBlt with YearBuilt  
df.combined$GarageYrBlt[is.na(df.combined$GarageYrBlt)] <- df.combined$YearBuilt[is.na(df.combined$GarageYrBlt)]  
  
##157 NA's imputed - 2 have Garage Values but are NA  
length(which(is.na(df.combined$GarageType) & is.na(df.combined$GarageFinish) & is.na(df.combined$GarageCond) & is.na(df.combined$GarageQual)))

## [1] 157

##Identify and validate 2 NA's with Garage Values  
kable(df.combined[!is.na(df.combined$GarageType) & is.na(df.combined$GarageFinish), c('GarageCars', 'GarageArea', 'GarageType', 'GarageCond', 'GarageQual', 'GarageFinish')])

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | GarageCars | GarageArea | GarageType | GarageCond | GarageQual | GarageFinish |
| 2127 | 1 | 360 | Detchd | NA | NA | NA |
| 2577 | NA | NA | Detchd | NA | NA | NA |

##Imputing House #2127 Missing Garage Values with modes  
df.combined$GarageCond[2127] <- names(sort(-table(df.combined$GarageCond)))[1]  
df.combined$GarageQual[2127] <- names(sort(-table(df.combined$GarageQual)))[1]  
df.combined$GarageFinish[2127] <- names(sort(-table(df.combined$GarageFinish)))[1]  
  
##Check House #2127  
kable(df.combined[2127, c('GarageYrBlt', 'GarageCars', 'GarageArea', 'GarageType', 'GarageCond', 'GarageQual', 'GarageFinish')])

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | GarageYrBlt | GarageCars | GarageArea | GarageType | GarageCond | GarageQual | GarageFinish |
| 2127 | 1910 | 1 | 360 | Detchd | TA | TA | Unf |

##Fix values for House ##2577  
df.combined$GarageCars[2577] <- 0  
df.combined$GarageArea[2577] <- 0  
df.combined$GarageType[2577] <- NA  
  
##Check House #2577  
kable(df.combined[2577, c('GarageYrBlt', 'GarageCars', 'GarageArea', 'GarageType', 'GarageCond', 'GarageQual', 'GarageFinish')])

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | GarageYrBlt | GarageCars | GarageArea | GarageType | GarageCond | GarageQual | GarageFinish |
| 2577 | 1923 | 0 | 0 | NA | NA | NA | NA |

##Verify that there are 158 homes without garages  
length(which(is.na(df.combined$GarageType) & is.na(df.combined$GarageFinish) & is.na(df.combined$GarageCond) & is.na(df.combined$GarageQual)))

## [1] 158

##Imputing Missing GarageType Values  
unique(df.combined$GarageType)

## [1] "Attchd" "Detchd" "BuiltIn" "CarPort" NA "Basment" "2Types"

df.combined$GarageType[is.na(df.combined$GarageType)] <- 'No Garage'  
df.combined$GarageType <- as.factor(df.combined$GarageType)  
table(df.combined$GarageType)

##   
## 2Types Attchd Basment BuiltIn CarPort Detchd No Garage   
## 23 1723 36 186 15 778 158

##Imputing Missing GarageFinish Values  
unique(df.combined$GarageFinish)

## [1] "RFn" "Unf" "Fin" NA

df.combined$GarageFinish[is.na(df.combined$GarageFinish)] <- 'None'  
  
##Finish Level Vector  
Finish <- c('None' = 0, 'Unf' = 1, 'RFn' = 2, 'Fin' = 3)  
  
df.combined$GarageFinish <- as.integer(revalue(df.combined$GarageFinish, Finish))  
table(df.combined$GarageFinish)

##   
## 0 1 2 3   
## 158 1231 811 719

##Imputing Missing GarageQual Values  
unique(df.combined$GarageQual)

## [1] "TA" "Fa" "Gd" NA "Ex" "Po"

df.combined$GarageQual[is.na(df.combined$GarageQual)] <- 'None'  
df.combined$GarageQual <- as.integer(revalue(df.combined$GarageQual, Qualities))  
table(df.combined$GarageQual)

##   
## 0 1 2 3 4 5   
## 158 5 124 2605 24 3

##Imputing Missing GarageCond Values  
unique(df.combined$GarageCond)

## [1] "TA" "Fa" NA "Gd" "Po" "Ex"

df.combined$GarageCond[is.na(df.combined$GarageCond)] <- 'None'  
df.combined$GarageCond<-as.integer(revalue(df.combined$GarageCond, Qualities))  
table(df.combined$GarageCond)

##   
## 0 1 2 3 4 5   
## 158 14 74 2655 15 3

##Imputing Missing Basement Values  
unique(df.combined$BsmtQual)

## [1] "Gd" "TA" "Ex" NA "Fa"

table(is.na(df.combined$BsmtQual))

##   
## FALSE TRUE   
## 2838 81

##Verifying set of 79 NA obserations  
length(which(is.na(df.combined$BsmtQual) & is.na(df.combined$BsmtCond) & is.na(df.combined$BsmtExposure) & is.na(df.combined$BsmtFinType1) & is.na(df.combined$BsmtFinType2)))

## [1] 79

##Find overlaps of NA's between Basement Variables   
df.combined[!is.na(df.combined$BsmtFinType1) & (is.na(df.combined$BsmtCond)|is.na(df.combined$BsmtQual)|is.na(df.combined$BsmtExposure)|is.na(df.combined$BsmtFinType2)), c('BsmtQual', 'BsmtCond', 'BsmtExposure', 'BsmtFinType1', 'BsmtFinType2')]

## BsmtQual BsmtCond BsmtExposure BsmtFinType1 BsmtFinType2  
## 333 Gd TA No GLQ <NA>  
## 949 Gd TA <NA> Unf Unf  
## 1488 Gd TA <NA> Unf Unf  
## 2041 Gd <NA> Mn GLQ Rec  
## 2186 TA <NA> No BLQ Unf  
## 2218 <NA> Fa No Unf Unf  
## 2219 <NA> TA No Unf Unf  
## 2349 Gd TA <NA> Unf Unf  
## 2525 TA <NA> Av ALQ Unf

##Imputing Modes of Bsmt Values  
df.combined$BsmtFinType2[333] <- names(sort(-table(df.combined$BsmtFinType2)))[1]  
df.combined$BsmtExposure[c(949, 1488, 2349)] <- names(sort(-table(df.combined$BsmtExposure)))[1]  
df.combined$BsmtCond[c(2041, 2186, 2525)] <- names(sort(-table(df.combined$BsmtCond)))[1]  
df.combined$BsmtQual[c(2218, 2219)] <- names(sort(-table(df.combined$BsmtQual)))[1]  
  
##Imputing Missing BsmtQual Values  
df.combined$BsmtQual[is.na(df.combined$BsmtQual)] <- 'None'  
df.combined$BsmtQual <- as.integer(revalue(df.combined$BsmtQual, Qualities))

## The following `from` values were not present in `x`: Po

table(df.combined$BsmtQual)

##   
## 0 2 3 4 5   
## 79 88 1285 1209 258

##Imputing Missing BsmtCond Values  
unique(df.combined$BsmtCond)

## [1] "TA" "Gd" NA "Fa" "Po"

df.combined$BsmtCond[is.na(df.combined$BsmtCond)] <- 'None'  
df.combined$BsmtCond <- as.integer(revalue(df.combined$BsmtCond, Qualities))

## The following `from` values were not present in `x`: Ex

table(df.combined$BsmtCond)

##   
## 0 1 2 3 4   
## 79 5 104 2609 122

##Imputing Missing BsmtExposure Values  
unique(df.combined$BsmtExposure)

## [1] "No" "Gd" "Mn" "Av" NA

##Exposure Levels Vector  
Exposure <- c('None' = 0, 'No' = 1, 'Mn' = 2, 'Av' = 3, 'Gd' = 4)  
  
df.combined$BsmtExposure[is.na(df.combined$BsmtExposure)] <- 'None'  
df.combined$BsmtExposure <- as.integer(revalue(df.combined$BsmtExposure, Exposure))  
table(df.combined$BsmtExposure)

##   
## 0 1 2 3 4   
## 79 1907 239 418 276

##Imputing Missing BsmtFinType1 Values  
unique(df.combined$BsmtFinType1)

## [1] "GLQ" "ALQ" "Unf" "Rec" "BLQ" NA "LwQ"

##FinType Levels Vector  
FinType <- c('None'=0, 'Unf'=1, 'LwQ'=2, 'Rec'=3, 'BLQ'=4, 'ALQ'=5, 'GLQ'=6)  
  
df.combined$BsmtFinType1[is.na(df.combined$BsmtFinType1)] <- 'None'  
df.combined$BsmtFinType1<-as.integer(revalue(df.combined$BsmtFinType1, FinType))  
table(df.combined$BsmtFinType1)

##   
## 0 1 2 3 4 5 6   
## 79 851 154 288 269 429 849

##Imputing BsmtFinType2 Values  
unique(df.combined$BsmtFinType2)

## [1] "Unf" "BLQ" NA "ALQ" "Rec" "LwQ" "GLQ"

df.combined$BsmtFinType2[is.na(df.combined$BsmtFinType2)] <- 'None'  
df.combined$BsmtFinType2 <- as.integer(revalue(df.combined$BsmtFinType2, FinType))  
table(df.combined$BsmtFinType2)

##   
## 0 1 2 3 4 5 6   
## 79 2494 87 105 68 52 34

##Identify remaining NA's for Bsmt Values  
df.combined[(is.na(df.combined$BsmtFullBath)|is.na(df.combined$BsmtHalfBath)|is.na(df.combined$BsmtFinSF1)|is.na(df.combined$BsmtFinSF2)|is.na(df.combined$BsmtUnfSF)|is.na(df.combined$TotalBsmtSF)), c('BsmtQual', 'BsmtFullBath', 'BsmtHalfBath', 'BsmtFinSF1', 'BsmtFinSF2', 'BsmtUnfSF', 'TotalBsmtSF')]

## BsmtQual BsmtFullBath BsmtHalfBath BsmtFinSF1 BsmtFinSF2 BsmtUnfSF  
## 2121 0 NA NA NA NA NA  
## 2189 0 NA NA 0 0 0  
## TotalBsmtSF  
## 2121 NA  
## 2189 0

#Imputing Missing BsmtFullBath Values  
unique(df.combined$BsmtFullBath)

## [1] 1 0 2 3 NA

df.combined$BsmtFullBath[is.na(df.combined$BsmtFullBath)] <- 0  
table(df.combined$BsmtFullBath)

##   
## 0 1 2 3   
## 1707 1172 38 2

##Imputing Missing BsmtHalfBath Values  
unique(df.combined$BsmtHalfBath)

## [1] 0 1 2 NA

df.combined$BsmtHalfBath[is.na(df.combined$BsmtHalfBath)] <- 0  
table(df.combined$BsmtHalfBath)

##   
## 0 1 2   
## 2744 171 4

##Imputing Missing BsmtFinSF1 Values  
unique(df.combined$BsmtFinSF1)

## [1] 706 978 486 216 655 732 1369 859 0 851 906 998 737 733  
## [15] 578 646 504 840 188 234 1218 1277 1018 1153 1213 731 643 967  
## [29] 747 280 179 456 1351 24 763 182 104 1810 384 490 649 632  
## [43] 941 739 912 1013 603 1880 565 320 462 228 336 448 1201 33  
## [57] 588 600 713 1046 648 310 1162 520 108 569 1200 224 705 444  
## [71] 250 984 35 774 419 170 1470 938 570 300 120 116 512 567  
## [85] 445 695 405 1005 668 821 432 1300 507 679 1332 209 680 716  
## [99] 1400 416 429 222 57 660 1016 370 351 379 1288 360 639 495  
## [113] 288 1398 477 831 1904 436 352 611 1086 297 626 560 390 566  
## [127] 1126 1036 1088 641 617 662 312 1065 787 468 36 822 378 946  
## [141] 341 16 550 524 56 321 842 689 625 358 402 94 1078 329  
## [155] 929 697 1573 270 922 503 1334 361 672 506 714 403 751 226  
## [169] 620 546 392 421 905 904 430 614 450 210 292 795 1285 819  
## [183] 420 841 281 894 1464 700 262 1274 518 1236 425 692 987 970  
## [197] 28 256 1619 40 846 1124 720 828 1249 810 213 585 129 498  
## [211] 1270 573 1410 1082 236 388 334 874 956 773 399 162 712 609  
## [225] 371 540 72 623 428 350 298 1445 218 985 631 1280 241 690  
## [239] 266 777 812 786 1116 789 1056 50 1128 775 1309 1246 986 616  
## [253] 1518 664 387 471 385 365 1767 133 642 247 331 742 1606 916  
## [267] 185 544 553 326 778 386 426 368 459 1350 1196 630 994 168  
## [281] 1261 1567 299 897 607 836 515 374 1231 111 356 400 698 1247  
## [295] 257 380 27 141 991 650 521 1436 2260 719 377 1330 348 1219  
## [309] 783 969 673 1358 1260 144 584 554 1002 619 180 559 308 866  
## [323] 895 637 604 1302 1071 290 728 2 1441 943 231 414 349 442  
## [337] 328 594 816 1460 1324 1338 685 1422 1283 81 454 903 605 990  
## [351] 206 150 457 48 871 41 674 624 480 1154 738 493 1121 282  
## [365] 500 131 1696 806 1361 920 1721 187 1138 988 193 551 767 1186  
## [379] 892 311 827 543 1003 1059 239 945 20 1455 965 980 863 533  
## [393] 1084 1173 523 1148 191 1234 375 808 724 152 1180 252 832 575  
## [407] 919 439 381 438 549 612 1163 437 394 1416 422 762 975 1097  
## [421] 251 686 656 568 539 862 197 516 663 608 1636 784 249 1040  
## [435] 483 196 572 338 330 156 1390 513 460 659 364 564 306 505  
## [449] 932 750 64 633 1170 899 902 1238 528 1024 1064 285 2188 465  
## [463] 322 860 599 354 63 223 301 443 489 284 294 814 165 552  
## [477] 833 464 936 772 1440 748 982 398 562 484 417 699 696 896  
## [491] 556 1106 651 867 854 1646 1074 536 1172 915 595 1237 273 684  
## [505] 324 1165 138 1513 317 1012 1022 509 900 1085 1104 240 383 644  
## [519] 397 740 837 220 586 535 410 75 824 592 1039 510 423 661  
## [533] 248 704 412 1032 219 708 415 1004 353 702 369 622 212 645  
## [547] 852 1150 1258 275 176 296 538 1157 492 1198 1387 522 658 1216  
## [561] 1480 2096 1159 440 1456 883 547 788 485 340 1220 427 344 756  
## [575] 1540 666 803 1000 885 1386 319 534 125 1314 602 192 593 804  
## [589] 1053 532 1158 1014 194 167 776 5644 694 1572 746 1406 925 482  
## [603] 189 765 80 1443 259 735 734 1447 548 315 1282 408 309 203  
## [617] 865 204 790 1320 769 1070 264 759 1373 976 781 25 1110 404  
## [631] 580 678 958 1336 1079 49 830 923 791 263 935 1051 514 110  
## [645] 1414 126 1129 1298 376 466 244 1137 687 1010 1500 670 944 1188  
## [659] 856 339 481 717 579 274 780 283 474 452 276 960 766 1026  
## [673] 73 736 1319 267 1092 964 954 1346 1433 870 198 1682 238 343  
## [687] 76 615 78 42 469 207 458 476 1341 844 847 850 1965 741  
## [701] 363 225 1333 888 636 726 254 435 389 279 1360 1232 2288 1531  
## [715] 1230 1015 1037 1142 1262 1972 881 876 2146 1557 800 652 494 683  
## [729] 913 1294 2158 682 1430 771 54 52 68 864 140 1733 601 962  
## [743] 1252 121 955 100 1312 172 155 931 872 745 621 433 826 134  
## [757] 169 749 1152 527 342 173 70 1094 820 1021 1359 755 950 606  
## [771] 1259 710 1111 1478 332 793 246 154 65 1476 55 1758 1115 1640  
## [785] 114 718 496 1337 1034 983 1206 890 1023 119 286 1728 1375 1420  
## [799] 2257 1149 1075 372 1204 1073 1087 1660 1096 729 362 537 472 53  
## [813] 764 190 1027 1141 681 813 128 1044 260 583 32 531 148 744  
## [827] 96 590 200 406 175 201 NA 758 221 634 1035 779 1271 355  
## [841] 2085 770 722 1308 688 88 1194 1538 1593 1033 366 1474 1383 893  
## [855] 1029 1223 1011 1571 318 501 785 638 647 838 186 926 1101 1047  
## [869] 797 1558 1328 314 930 725 1151 1304 1812 1684 669 1178 1030 848  
## [883] 918 574 1181 1048 335 1225 727 968 60 937 901 1732 1632 973  
## [897] 910 346 792 654 130 873 908 441 85 242 952 1098 782 122  
## [911] 316 258 587 491 453 557 1080 497 51 502 671 1412 709 132  
## [925] 4010 467 77 113 577 434 1001 1392 1239 924 949 215 1329 1112  
## [939] 796 811 1090 596 1127 205 1191 951 382 373 1505 1290 880 1038  
## [953] 1182 1562 1836 278 181 1118 760 799 996 939 914 271 488 701  
## [967] 455 809 953 208 143 576 347 794 230 261 393 1576 1122 853  
## [981] 475 691 424 305 526 1564 909 1136 1243 149 1224 337

df.combined$BsmtFinSF1[is.na(df.combined$BsmtFinSF1)] <- 0  
table(is.na(df.combined$BsmtFinSF1))

##   
## FALSE   
## 2919

##Imputing Missing BsmtFinSF2 Values  
unique(df.combined$BsmtFinSF2)

## [1] 0 32 668 486 93 491 506 712 362 41 169 869 150 670  
## [15] 28 1080 181 768 215 374 208 441 184 279 306 180 580 690  
## [29] 692 228 125 1063 620 175 820 1474 264 479 147 232 380 544  
## [43] 294 258 121 391 531 344 539 713 210 311 1120 165 532 96  
## [57] 495 174 1127 139 202 645 123 551 219 606 612 480 182 132  
## [71] 336 468 287 35 499 723 119 40 117 239 80 472 64 1057  
## [85] 127 630 128 377 764 345 1085 435 823 500 290 324 634 411  
## [99] 841 1061 466 396 354 149 193 273 465 400 682 557 230 106  
## [113] 791 240 547 469 177 108 600 492 211 168 1031 438 375 144  
## [127] 81 906 608 276 661 68 173 972 105 420 546 334 352 872  
## [141] 110 627 163 1029 78 859 981 42 46 162 350 263 1073 12  
## [155] 159 474 453 684 387 688 252 590 284 622 113 1526 360 774  
## [169] 364 596 884 92 216 136 201 512 247 483 750 60 102 95  
## [183] 63 262 393 286 450 72 243 694 875 507 419 250 116 624  
## [197] 76 270 288 186 449 48 613 852 555 799 811 842 382 456  
## [211] 308 52 196 488 319 NA 956 120 679 604 153 619 6 351  
## [225] 1037 829 38 206 167 543 259 404 138 955 691 66 154 442  
## [239] 448 227 398 722 761 529 522 873 891 755 321 915 417 432  
## [253] 831 278 1020 530 904 156 1393 1039 497 402 748 281 912 373  
## [267] 982 826 850 1164 1083 337 297

df.combined$BsmtFinSF2[is.na(df.combined$BsmtFinSF2)] <- 0  
table(is.na(df.combined$BsmtFinSF2))

##   
## FALSE   
## 2919

##Imputing Missing BsmtUnfSF Values  
unique(df.combined$BsmtUnfSF)

## [1] 150 284 434 540 490 64 317 216 952 140 134 177 175  
## [14] 1494 520 832 426 0 468 525 1158 637 1777 200 204 1566  
## [27] 180 486 207 649 1228 1234 380 408 1117 1097 84 326 445  
## [40] 383 167 465 1296 83 1632 736 192 612 816 32 935 321  
## [53] 860 1410 148 217 530 1346 576 318 1143 1035 440 747 701  
## [66] 343 280 404 840 724 295 1768 448 36 1530 1065 384 1288  
## [79] 684 1013 402 635 163 168 176 370 350 381 410 741 1226  
## [92] 1053 641 516 793 1139 550 905 104 310 252 1125 203 728  
## [105] 732 510 899 1362 30 958 556 413 479 297 658 262 891  
## [118] 1304 519 1907 336 107 432 403 811 396 970 506 884 400  
## [131] 896 253 409 93 1200 572 774 769 1335 340 882 779 112  
## [144] 470 294 1686 360 441 354 700 725 320 554 312 968 504  
## [157] 1107 577 660 99 871 474 289 600 755 625 1121 276 186  
## [170] 1424 1140 375 92 305 1176 78 274 311 710 686 457 1232  
## [183] 1498 1010 160 2336 630 638 162 70 1357 1194 773 483 235  
## [196] 125 1390 594 1694 488 357 626 916 1020 1367 798 452 392  
## [209] 975 361 270 602 1482 680 606 88 342 212 1095 96 628  
## [222] 1560 744 2121 768 386 1468 1145 244 698 1079 570 476 131  
## [235] 184 143 1092 324 1541 1470 536 319 599 622 179 292 286  
## [248] 80 712 291 153 1088 1249 166 906 604 100 818 844 596  
## [261] 210 1603 115 103 673 726 995 967 721 1656 972 460 208  
## [274] 191 438 1869 371 624 552 322 598 268 130 484 785 733  
## [287] 953 847 333 1580 411 982 808 1293 939 784 595 229 114  
## [300] 522 735 405 117 961 1286 672 1141 806 165 1064 1063 245  
## [313] 1276 892 1008 499 1316 463 242 444 281 35 356 988 580  
## [326] 651 619 544 387 901 926 135 648 75 788 1307 1078 1258  
## [339] 273 1436 557 930 780 813 878 122 248 588 524 288 389  
## [352] 424 1375 1626 406 298 2153 417 739 225 611 237 290 264  
## [365] 238 363 190 1969 697 414 316 466 420 254 960 397 1191  
## [378] 548 50 178 1368 169 748 689 1264 467 605 1257 551 678  
## [391] 707 880 378 223 578 969 379 765 149 912 620 1709 132  
## [404] 993 197 1374 90 195 706 1163 367 1122 1515 55 1497 450  
## [417] 846 23 390 861 285 1050 331 2042 1237 113 742 924 512  
## [430] 119 314 308 293 537 126 427 309 914 173 1774 823 485  
## [443] 1116 978 636 564 108 1184 796 366 300 542 645 664 756  
## [456] 247 776 849 1392 38 1406 111 545 121 2046 161 261 567  
## [469] 1195 874 1342 151 989 1073 927 219 224 526 1164 761 461  
## [482] 876 859 171 718 138 941 464 250 72 508 1584 415 82  
## [495] 948 893 864 1349 76 487 652 1240 801 279 1030 348 234  
## [508] 1198 740 89 586 323 1836 480 456 1935 338 1594 102 374  
## [521] 1413 491 1129 255 1496 650 1926 154 999 1734 124 1417 15  
## [534] 834 1649 936 778 1489 442 1434 352 458 1221 1099 416 1800  
## [547] 227 907 528 189 1273 563 372 702 1090 435 198 1372 174  
## [560] 1638 894 299 105 676 1120 431 218 110 795 1098 1043 481  
## [573] 666 142 447 783 1670 277 412 794 239 662 1072 717 546  
## [586] 430 422 188 266 1181 1753 964 1450 1905 1480 772 1032 220  
## [599] 187 29 495 640 193 196 720 918 1428 77 1266 1128 692  
## [612] 770 750 1442 1007 501 691 1550 1680 1330 1710 746 814 515  
## [625] 571 359 355 301 668 920 1055 1420 1752 304 1302 833 133  
## [638] 549 705 722 799 462 429 810 155 170 230 1459 1082 758  
## [651] 1290 1074 251 172 868 797 365 418 730 533 671 1012 1528  
## [664] 1005 1373 500 762 752 399 1042 40 26 932 278 459 568  
## [677] 1502 543 574 977 449 983 731 120 538 831 994 341 879  
## [690] 815 1212 866 1630 328 141 364 1380 81 303 940 764 1048  
## [703] 334 1689 690 792 585 473 246 1045 1405 201 14 841 1104  
## [716] 241 925 2002 74 661 708 1152 256 804 812 1085 344 425  
## [729] 1616 976 496 349 971 1393 1622 1352 1795 1017 1588 428 803  
## [742] 693 858 1284 1203 1652 39 539 1217 257 715 616 240 315  
## [755] 1351 1026 1571 156 61 95 482 1094 60 862 221 791 398  
## [768] 777 503 734 709 1252 656 1319 1422 560 1573 589 877 136  
## [781] 137 763 233 789 663 327 836 1590 1544 1794 1473 1093 1324  
## [794] 58 1629 1595 1218 54 610 659 1323 534 228 1604 827 346  
## [807] 455 634 144 164 888 232 1250 86 296 1040 974 618 850  
## [820] 657 1115 1958 1214 1430 1344 395 1216 388 590 98 158 243  
## [833] 1077 1058 471 1180 79 498 1736 632 1598 643 1084 1451 745  
## [846] 1204 282 1696 1614 1402 1348 222 1087 835 1114 1332 345 28  
## [859] 182 1376 1726 183 249 306 1619 1568 265 613 507 313 565  
## [872] 727 1866 1054 1313 1248 996 206 559 1041 339 269 677 917  
## [885] 1022 679 938 851 46 825 382 1474 704 513 335 1068 944  
## [898] 608 615 1678 94 583 674 621 91 561 118 581 760 1527  
## [911] 898 1280 332 1018 547 1488 469 738 1444 213 25 275 575  
## [924] 908 454 1765 1486 1347 1318 1146 1173 1519 1242 1341 226 1339  
## [937] 1660 1162 439 1328 1211 194 587 147 584 1439 723 1625 1728  
## [950] 505 529 437 330 998 1824 675 453 181 828 931 407 869  
## [963] 329 949 475 992 497 NA 897 1046 1272 647 451 852 639  
## [976] 1615 631 782 1421 1508 1327 541 591 555 821 592 910 1495  
## [989] 443 873 393 325 271 749 52 1168 903 1559 53 1028  
## [ reached getOption("max.print") -- omitted 136 entries ]

df.combined$BsmtUnfSF[is.na(df.combined$BsmtUnfSF)] <- 0  
table(is.na(df.combined$BsmtUnfSF))

##   
## FALSE   
## 2919

##Imputing Missing TotalBsmtSF Values  
unique(df.combined$TotalBsmtSF)

## [1] 856 1262 920 756 1145 796 1686 1107 952 991 1040 1175 912  
## [14] 1494 1253 832 1004 0 1114 1029 1158 637 1777 1060 1566 900  
## [27] 1704 1484 520 649 1228 1234 1398 1561 1117 1097 1297 1057 1088  
## [40] 1350 840 938 1150 1752 1434 1656 736 955 794 816 1842 384  
## [53] 1425 970 860 1410 780 530 1370 576 1143 1947 1453 747 1304  
## [66] 2223 845 1086 462 672 1768 440 896 1237 1563 1065 1288 684  
## [79] 612 1013 990 1235 876 1214 824 680 1588 960 458 950 1610  
## [92] 741 1226 1053 641 789 793 1844 994 1264 1809 1028 729 1092  
## [105] 1125 1673 728 732 1080 1199 1362 1078 660 1008 924 992 1063  
## [118] 1267 1461 1907 928 864 1734 910 1490 1728 715 884 969 1710  
## [131] 825 1602 1200 572 774 1392 1232 1572 1541 882 1149 644 1617  
## [144] 1582 720 1064 1606 1202 1151 1052 2216 968 504 1188 1593 853  
## [157] 725 1431 855 1726 1360 755 1713 1121 1196 617 848 1424 1140  
## [170] 1100 1157 1212 689 1070 1436 686 798 1248 1498 1010 713 2392  
## [183] 630 1203 483 1373 1194 1462 894 1414 996 1694 735 540 626  
## [196] 948 1845 1020 1367 1444 1573 1302 1314 975 1604 963 1482 506  
## [209] 926 1422 802 740 1095 1385 1152 1240 1560 2121 1160 807 1468  
## [222] 1575 625 858 698 1079 768 795 1416 1003 702 1165 1470 2000  
## [235] 700 319 861 1896 697 972 2136 716 1347 1372 1249 1136 1502  
## [248] 1162 710 1719 1383 844 596 1056 3206 1358 943 1499 1922 1536  
## [261] 1208 1215 967 721 1684 536 958 1478 764 1848 1869 616 624  
## [274] 940 1142 1062 888 883 1394 1099 1268 953 744 608 847 683  
## [287] 870 1580 1856 982 1026 1293 939 784 1256 658 1041 1682 804  
## [300] 788 1144 961 1260 1310 1141 806 1281 1034 1276 1340 1344 988  
## [313] 651 1518 907 901 765 799 648 3094 1440 1258 915 1517 930  
## [326] 813 1533 872 1242 1364 588 709 560 1375 1277 1626 1488 808  
## [339] 547 1976 2153 1705 1833 1792 1216 999 1113 1073 954 264 1269  
## [352] 190 3200 866 1501 777 1218 1368 1084 2006 1244 3138 1379 1257  
## [365] 1452 528 2035 611 707 880 1051 1581 1838 1650 723 654 1204  
## [378] 1069 1709 998 993 1374 1389 1163 1122 1496 846 372 1164 1050  
## [391] 2042 1868 1437 742 770 1722 1814 1430 1058 908 600 965 1032  
## [404] 1299 1120 936 783 1822 1522 980 1116 978 1156 636 1554 1386  
## [417] 811 1520 1952 1766 981 1094 2109 525 776 1486 1629 1138 2077  
## [430] 1406 1021 1408 738 1477 2046 923 1291 1195 1190 874 551 1419  
## [443] 2444 1210 927 1112 1391 1800 360 1473 1643 1324 270 859 718  
## [456] 1176 1311 971 1742 941 1698 1584 1595 868 1153 893 1349 1337  
## [469] 1720 1479 1030 1318 1252 983 1860 836 1935 1614 761 1413 956  
## [482] 712 650 773 1926 731 1417 1024 849 1442 1649 1568 778 1489  
## [495] 2078 1454 1516 1067 1559 1127 1390 1273 918 1763 1090 1054 1039  
## [508] 1148 1002 1638 105 676 1184 1109 892 2217 1505 1059 951 2330  
## [521] 1670 1623 1017 1105 1001 546 480 1134 1104 1272 1316 1126 1181  
## [534] 1753 964 1466 925 1905 1500 585 1632 819 1616 1161 828 945  
## [547] 979 561 696 1330 817 1098 1428 673 1241 944 1225 1266 1128  
## [560] 485 1930 1396 916 822 750 1700 1007 1187 691 1574 1680 1346  
## [573] 985 1657 602 1022 1082 810 1504 1220 1132 1565 1338 1654 1620  
## [586] 1055 800 1306 1475 2524 1992 1193 973 854 662 1103 1154 942  
## [599] 1048 727 690 1096 1459 1251 1247 1074 1271 290 655 1463 1836  
## [612] 803 833 408 533 1012 1552 1005 1530 974 1567 1006 1042 1298  
## [625] 704 932 1219 1296 1198 959 1261 1598 1683 818 1600 2396 1624  
## [638] 831 1224 663 879 815 1630 2158 931 1660 559 1300 1702 1075  
## [651] 1361 1106 1476 1689 2076 792 2110 1405 1192 746 1986 841 2002  
## [664] 1332 935 1019 661 1309 1328 1085 6110 1246 771 976 1652 1278  
## [677] 1902 1274 1393 1622 1352 420 1795 544 1510 911 693 1284 1732  
## [690] 2033 570 1980 814 873 757 1108 2633 1571 984 1205 714 1746  
## [703] 1525 482 1356 862 839 1286 1485 1594 622 791 708 1223 913  
## [716] 656 1319 1932 539 1221 1542 1329 1280 763 1168 1590 1544 2846  
## [729] 1671 1231 1642 1492 1829 1209 782 1480 1206 1395 827 1027 678  
## [742] 346 835 1124 1832 1420 1172 1508 1250 1433 946 1222 878 1978  
## [755] 381 1528 423 1191 629 1049 1243 1958 1336 1068 1679 2208 1418  
## [768] 1587 1427 1043 1621 1180 1776 1365 2020 2630 1736 1782 1739 1774  
## [781] 1760 2452 2492 2200 1884 1451 1712 745 1177 1455 2024 1173 1696  
## [794] 2458 1402 1553 812 1512 1450 754 2014 1376 1740 392 752 1313  
## [807] 1292 1562 1169 1382 1866 631 1031 699 405 416 1380 160 1045  
## [820] 240 801 677 917 245 297 468 1072 456 552 1089 1555 1282  
## [833] 1254 1449 914 1569 1578 1014 1678 583 516 1803 760 1596 902  
## [846] 957 2190 1641 1645 1348 1664 1675 2048 1211 1236 2418 1950 1850  
## [859] 2535 1603 1765 1858 1342 1415 1146 1037 1519 1982 1341 1460 1363  
## [872] 886 890 1557 1230 1426 1625 1118 348 1036 1824 1312 1081 192  
## [885] 481 904 407 448 797 869 554 949 739 565 NA 989 451  
## [898] 1046 450 1524 1509 621 1077 628 1615 2271 1751 1401 1182 1076  
## [911] 1357 1778 1129 850 1445 1564 1351 1091 1898 173 356 592 1840  
## [924] 352 1495 1432 1666 1964 1189 550 526 903 1166 2660 1612 2220  
## [937] 1529 1259 1061 1790 2108 1934 1994 2552 2320 1802 1706 1317 895  
## [950] 1721 1577 1326 1779 1066 1325 1369 1966 1538 1335 1685 1044 1378  
## [963] 1511 1550 1339 2461 1295 1093 1174 1130 1592 666 370 1331 922  
## [976] 1170 1377 687 966 671 409 484 1038 779 2140 1546 1270 929  
## [989] 635 1015 995 385 1556 1531 1179 734 5095 1290 531 851  
## [ reached getOption("max.print") -- omitted 59 entries ]

df.combined$TotalBsmtSF[is.na(df.combined$TotalBsmtSF)] <- 0  
table(is.na(df.combined$TotalBsmtSF))

##   
## FALSE   
## 2919

##Imputing Missing Masonry Values  
length(which(is.na(df.combined$MasVnrType) & is.na(df.combined$MasVnrArea)))

## [1] 23

##Find Missing MasVrnType  
df.combined[is.na(df.combined$MasVnrType) & !is.na(df.combined$MasVnrArea), c('MasVnrType', 'MasVnrArea')]

## MasVnrType MasVnrArea  
## 2611 <NA> 198

##Impute #2611 Missing MasVrnType with the mode  
df.combined$MasVnrType[2611] <- names(sort(-table(df.combined$MasVnrType)))[2]  
df.combined[2611, c('MasVnrType', 'MasVnrArea')]

## MasVnrType MasVnrArea  
## 2611 BrkFace 198

##Impute Missing MasVnrType Values  
unique(df.combined$MasVnrType)

## [1] "BrkFace" "None" "Stone" "BrkCmn" NA

df.combined$MasVnrType[is.na(df.combined$MasVnrType)] <- 'None'  
table(is.na(df.combined$MasVnrType))

##   
## FALSE   
## 2919

##MasVnrType by Median SalePrice  
df.combined[!is.na(df.combined$SalePrice),] %>%   
 group\_by(MasVnrType) %>%   
 summarise(median = median(SalePrice), counts = n()) %>%   
 arrange(median)

## # A tibble: 4 x 3  
## MasVnrType median counts  
## <chr> <dbl> <int>  
## 1 BrkCmn 139000 15  
## 2 None 143125 872  
## 3 BrkFace 181000 445  
## 4 Stone 246839 128

##Masonry Levels Vector  
Masonry <- c('None' = 0, 'BrkCmn' = 0, 'BrkFace' = 1, 'Stone' = 2)  
  
df.combined$MasVnrType <- as.integer(revalue(df.combined$MasVnrType, Masonry))  
table(df.combined$MasVnrType)

##   
## 0 1 2   
## 1790 880 249

##Imputing Missing MasVnrArea Values  
unique(df.combined$MasVnrArea)

## [1] 196 0 162 350 186 240 286 306 212 180 380 281 640 200  
## [15] 246 132 650 101 412 272 456 1031 178 573 344 287 167 1115  
## [29] 40 104 576 443 468 66 22 284 76 203 68 183 48 28  
## [43] 336 600 768 480 220 184 1129 116 135 266 85 309 136 288  
## [57] 70 320 50 120 436 252 84 664 226 300 653 112 491 268  
## [71] 748 98 275 138 205 262 128 260 153 64 312 16 922 142  
## [85] 290 127 506 297 NA 604 254 36 102 472 481 108 302 172  
## [99] 399 270 46 210 174 348 315 299 340 166 72 31 34 238  
## [113] 1600 365 56 150 278 256 225 370 388 175 296 146 113 176  
## [127] 616 30 106 870 362 530 500 510 247 305 255 125 100 432  
## [141] 126 473 74 145 232 376 42 161 110 18 224 248 80 304  
## [155] 215 772 435 378 562 168 89 285 360 94 333 921 762 594  
## [169] 219 188 479 584 182 250 292 245 207 82 97 335 208 420  
## [183] 170 459 280 99 192 204 233 156 452 513 261 164 259 209  
## [197] 263 216 351 660 381 54 528 258 464 57 147 1170 293 630  
## [211] 466 109 41 160 289 651 169 95 442 202 338 894 328 673  
## [225] 603 1 375 90 38 157 11 140 130 148 860 424 1047 243  
## [239] 816 387 223 158 137 115 189 274 117 60 122 92 415 760  
## [253] 27 75 361 105 342 298 541 236 144 423 44 151 975 450  
## [267] 230 571 24 53 206 14 324 295 396 67 154 425 45 1378  
## [281] 337 149 143 51 171 234 63 766 32 81 163 554 218 632  
## [295] 114 567 359 451 621 788 86 796 391 228 88 165 428 410  
## [309] 564 368 318 579 65 705 408 244 123 366 731 448 294 310  
## [323] 237 426 96 438 194 119 20 504 492 615 1095 1159 265 91  
## [337] 771 47 177 371 430 440 229 726 418 724 383 730 470 308  
## [351] 634 372 198 121 264 141 283 509 217 3 657 124 444 23  
## [365] 242 364 352 406 402 422 356 680 1110 221 714 647 1290 495  
## [379] 568 179 1050 187 52 276 39 190 251 227 134 222 58 668  
## [393] 674 197 710 945 549 253 400 970 502 394 235 515 526 754  
## [407] 353 525 87 291 69 279 323 214 519 1224 652 886 902 434  
## [421] 662 734 550 514 385 518 572 322 877 397 738 501 118 692  
## [435] 332 522 379 532 62 199 355 405 327 257 382

df.combined$MasVnrArea[is.na(df.combined$MasVnrArea)] <- 0  
table(is.na(df.combined$MasVnrArea))

##   
## FALSE   
## 2919

##Imputing Missing MSZoning Values  
unique(df.combined$MSZoning)

## [1] "RL" "RM" "C (all)" "FV" "RH" NA

table(is.na(df.combined$MSZoning))

##   
## FALSE TRUE   
## 2915 4

##Imputing Mode of MSZoning Values  
df.combined$MSZoning[is.na(df.combined$MSZoning)] <- names(sort(-table(df.combined$MSZoning)))[1]  
df.combined$MSZoning <- as.factor(df.combined$MSZoning)  
  
table(df.combined$MSZoning)

##   
## C (all) FV RH RL RM   
## 25 139 26 2269 460

sum(table(df.combined$MSZoning))

## [1] 2919

##Imputing Missing Kitchen Values  
unique(df.combined$KitchenQual)

## [1] "Gd" "TA" "Ex" "Fa" NA

table(is.na(df.combined$KitchenQual))

##   
## FALSE TRUE   
## 2918 1

##Imputing mode of KitchenQual Values  
df.combined$KitchenQual[is.na(df.combined$KitchenQual)]

## [1] NA

df.combined$KitchenQual[is.na(df.combined$KitchenQual)] <- names(sort(-table(df.combined$KitchenQual)))[1]  
df.combined$KitchenQual<-as.integer(revalue(df.combined$KitchenQual, Qualities))

## The following `from` values were not present in `x`: None, Po

table(df.combined$KitchenQual)

##   
## 2 3 4 5   
## 70 1493 1151 205

sum(table(df.combined$KitchenQual))

## [1] 2919

##Verifying KitchenAbvGr Values  
unique(df.combined$KitchenAbvGr)

## [1] 1 2 3 0

table(is.na(df.combined$KitchenAbvGr))

##   
## FALSE   
## 2919

table(df.combined$KitchenAbvGr)

##   
## 0 1 2 3   
## 3 2785 129 2

sum(table(df.combined$KitchenAbvGr))

## [1] 2919

##Imputing Missing Utilities Values  
unique(df.combined$Utilities)

## [1] "AllPub" "NoSeWa" NA

table(is.na(df.combined$Utilities))

##   
## FALSE TRUE   
## 2917 2

##Only 1 House does not have public ultilities(in training set), therefore variable is useless for prediction  
kable(df.combined[is.na(df.combined$Utilities) | df.combined$Utilities == 'NoSeWa', 1:9])

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | MSSubClass | MSZoning | LotFrontage | LotArea | Street | Alley | LotShape | LandContour | Utilities |
| 945 | 20 | RL | 82 | 14375 | Pave | None | 2 | Lvl | NoSeWa |
| 1916 | 30 | RL | 109 | 21780 | Grvl | None | 3 | Lvl | NA |
| 1946 | 20 | RL | 64 | 31220 | Pave | None | 2 | Bnk | NA |

df.combined$Utilities <- NULL

##Imputing Home Functionality Values  
unique(df.combined$Functional)

## [1] "Typ" "Min1" "Maj1" "Min2" "Mod" "Maj2" "Sev" NA

table(is.na(df.combined$Functional))

##   
## FALSE TRUE   
## 2917 2

##Impute mode of Functional Values  
df.combined$Functional[is.na(df.combined$Functional)] <- names(sort(-table(df.combined$Functional)))[1]  
##Functional Levels Vector  
Functional <- c('Sal' = 0, 'Sev' = 1, 'Maj2' = 2, 'Maj1' = 3, 'Mod' = 4, 'Min2' = 5, 'Min1' = 6, 'Typ' = 7)  
  
df.combined$Functional <- as.integer(revalue(df.combined$Functional, Functional))

## The following `from` values were not present in `x`: Sal

table(df.combined$Functional)

##   
## 1 2 3 4 5 6 7   
## 2 9 19 35 70 65 2719

sum(table(df.combined$Functional))

## [1] 2919

##Imputing Exterior Values  
unique(df.combined$Exterior1st)

## [1] "VinylSd" "MetalSd" "Wd Sdng" "HdBoard" "BrkFace" "WdShing" "CemntBd"  
## [8] "Plywood" "AsbShng" "Stucco" "BrkComm" "AsphShn" "Stone" "ImStucc"  
## [15] "CBlock" NA

table(is.na(df.combined$Exterior1st))

##   
## FALSE TRUE   
## 2918 1

##Imputing Mode of Exterior1st Values  
df.combined$Exterior1st[is.na(df.combined$Exterior1st)] <- names(sort(-table(df.combined$Exterior1st)))[1]  
df.combined$Exterior1st <- as.factor(df.combined$Exterior1st)  
table(df.combined$Exterior1st)

##   
## AsbShng AsphShn BrkComm BrkFace CBlock CemntBd HdBoard ImStucc MetalSd   
## 44 2 6 87 2 126 442 1 450   
## Plywood Stone Stucco VinylSd Wd Sdng WdShing   
## 221 2 43 1026 411 56

sum(table(df.combined$Exterior1st))

## [1] 2919

##Imputing Exterior2nd Values  
unique(df.combined$Exterior2nd)

## [1] "VinylSd" "MetalSd" "Wd Shng" "HdBoard" "Plywood" "Wd Sdng" "CmentBd"  
## [8] "BrkFace" "Stucco" "AsbShng" "Brk Cmn" "ImStucc" "AsphShn" "Stone"   
## [15] "Other" "CBlock" NA

table(is.na(df.combined$Exterior2nd))

##   
## FALSE TRUE   
## 2918 1

##Imputing Mode of Exterior1st Values  
df.combined$Exterior2nd[is.na(df.combined$Exterior2nd)] <- names(sort(-table(df.combined$Exterior2nd)))[1]  
df.combined$Exterior2nd <- as.factor(df.combined$Exterior2nd)  
table(df.combined$Exterior2nd)

##   
## AsbShng AsphShn Brk Cmn BrkFace CBlock CmentBd HdBoard ImStucc MetalSd   
## 38 4 22 47 3 126 406 15 447   
## Other Plywood Stone Stucco VinylSd Wd Sdng Wd Shng   
## 1 270 6 47 1015 391 81

sum(table(df.combined$Exterior2nd))

## [1] 2919

##Imputing ExterQual Values  
unique(df.combined$ExterQual)

## [1] "Gd" "TA" "Ex" "Fa"

table(is.na(df.combined$ExterQual))

##   
## FALSE   
## 2919

##Imputing Quality Levels Vector  
df.combined$ExterQual <- as.integer(revalue(df.combined$ExterQual, Qualities))

## The following `from` values were not present in `x`: None, Po

table(df.combined$ExterQual)

##   
## 2 3 4 5   
## 35 1798 979 107

sum(table(df.combined$ExterQual))

## [1] 2919

##Imputing ExterCond Values  
unique(df.combined$ExterCond)

## [1] "TA" "Gd" "Fa" "Po" "Ex"

table(is.na(df.combined$ExterCond))

##   
## FALSE   
## 2919

##Imputing Quality Levels Vector  
df.combined$ExterCond <- as.integer(revalue(df.combined$ExterCond, Qualities))

## The following `from` values were not present in `x`: None

table(df.combined$ExterCond)

##   
## 1 2 3 4 5   
## 3 67 2538 299 12

sum(table(df.combined$ExterCond))

## [1] 2919

##Imputing Electrical System Values  
unique(df.combined$Electrical)

## [1] "SBrkr" "FuseF" "FuseA" "FuseP" "Mix" NA

table(is.na(df.combined$Electrical))

##   
## FALSE TRUE   
## 2918 1

##Imputing Mode of Electrical Values  
df.combined$Electrical[is.na(df.combined$Electrical)] <- names(sort(-table(df.combined$Electrical)))[1]  
df.combined$Electrical <- as.factor(df.combined$Electrical)  
table(df.combined$Electrical)

##   
## FuseA FuseF FuseP Mix SBrkr   
## 188 50 8 1 2672

sum(table(df.combined$Electrical))

## [1] 2919

##Imputing Missing Sale Type & Condition Values  
unique(df.combined$SaleType)

## [1] "WD" "New" "COD" "ConLD" "ConLI" "CWD" "ConLw" "Con"   
## [9] "Oth" NA

table(is.na(df.combined$SaleType))

##   
## FALSE TRUE   
## 2918 1

##Imputing Mode of SaleType Values  
df.combined$SaleType[is.na(df.combined$SaleType)] <- names(sort(-table(df.combined$SaleType)))[1]  
df.combined$SaleType <- as.factor(df.combined$SaleType)  
table(df.combined$SaleType)

##   
## COD Con ConLD ConLI ConLw CWD New Oth WD   
## 87 5 26 9 8 12 239 7 2526

sum(table(df.combined$SaleType))

## [1] 2919

##Imputing SaleCondition Values  
unique(df.combined$SaleCondition)

## [1] "Normal" "Abnorml" "Partial" "AdjLand" "Alloca" "Family"

table(is.na(df.combined$SaleCondition))

##   
## FALSE   
## 2919

df.combined$SaleCondition <- as.factor(df.combined$SaleCondition)  
table(df.combined$SaleCondition)

##   
## Abnorml AdjLand Alloca Family Normal Partial   
## 190 12 24 46 2402 245

sum(table(df.combined$SaleCondition))

## [1] 2919

##Impute Pavement of Street & Driveway Values  
unique(df.combined$Street)

## [1] "Pave" "Grvl"

table(is.na(df.combined$Street))

##   
## FALSE   
## 2919

##Street Levels Vector  
StreetLevels <- c('Grvl' = 0, 'Pave' = 1)  
  
df.combined$Street <- as.integer(revalue(df.combined$Street, StreetLevels))  
table(df.combined$Street)

##   
## 0 1   
## 12 2907

sum(table(df.combined$Street))

## [1] 2919

##Impute PavedDrive Values  
unique(df.combined$PavedDrive)

## [1] "Y" "N" "P"

table(is.na(df.combined$PavedDrive))

##   
## FALSE   
## 2919

##PavedDrive Levels Vector  
PavedDrive <- c('N' = 0, 'P' = 1, 'Y' = 2)  
  
df.combined$PavedDrive <- as.integer(revalue(df.combined$PavedDrive, PavedDrive))  
table(df.combined$PavedDrive)

##   
## 0 1 2   
## 216 62 2641

sum(table(df.combined$PavedDrive))

## [1] 2919

##Factorizing remaining Categoric Variables that are without NA's  
character.VarNames <- names(df.combined[, sapply(df.combined, is.character)])  
character.VarNames

## [1] "LandContour" "LandSlope" "Neighborhood" "Condition1"   
## [5] "Condition2" "BldgType" "HouseStyle" "RoofStyle"   
## [9] "RoofMatl" "Foundation" "Heating" "HeatingQC"   
## [13] "CentralAir"

cat(length(character.VarNames), 'remaining variables with character values')

## 13 remaining variables with character values

##Factorize Foundation Values  
unique(df.combined$Foundation)

## [1] "PConc" "CBlock" "BrkTil" "Wood" "Slab" "Stone"

table(is.na(df.combined$Foundation))

##   
## FALSE   
## 2919

df.combined$Foundation <- as.factor(df.combined$Foundation)  
table(df.combined$Foundation)

##   
## BrkTil CBlock PConc Slab Stone Wood   
## 311 1235 1308 49 11 5

sum(table(df.combined$Foundation))

## [1] 2919

##Factorize Heating & Air Values  
unique(df.combined$Heating)

## [1] "GasA" "GasW" "Grav" "Wall" "OthW" "Floor"

table(is.na(df.combined$Heating))

##   
## FALSE   
## 2919

df.combined$Heating <- as.factor(df.combined$Heating)  
table(df.combined$Heating)

##   
## Floor GasA GasW Grav OthW Wall   
## 1 2874 27 9 2 6

sum(table(df.combined$Heating))

## [1] 2919

##Ordinalize Heating QC Values  
unique(df.combined$HeatingQC)

## [1] "Ex" "Gd" "TA" "Fa" "Po"

table(is.na(df.combined$HeatingQC))

##   
## FALSE   
## 2919

df.combined$HeatingQC <- as.integer(revalue(df.combined$HeatingQC, Qualities))

## The following `from` values were not present in `x`: None

table(df.combined$HeatingQC)

##   
## 1 2 3 4 5   
## 3 92 857 474 1493

sum(table(df.combined$HeatingQC))

## [1] 2919

##Factorize CentralAir Values  
unique(df.combined$CentralAir)

## [1] "Y" "N"

table(is.na(df.combined$CentralAir))

##   
## FALSE   
## 2919

df.combined$CentralAir <- as.integer(revalue(df.combined$CentralAir, c('N' = 0, 'Y' = 1)))  
table(df.combined$CentralAir)

##   
## 0 1   
## 196 2723

sum(table(df.combined$CentralAir))

## [1] 2919

##Factorize Roof Values  
unique(df.combined$RoofStyle)

## [1] "Gable" "Hip" "Gambrel" "Mansard" "Flat" "Shed"

table(is.na(df.combined$RoofStyle))

##   
## FALSE   
## 2919

df.combined$RoofStyle <- as.factor(df.combined$RoofStyle)  
table(df.combined$RoofStyle)

##   
## Flat Gable Gambrel Hip Mansard Shed   
## 20 2310 22 551 11 5

sum(table(df.combined$RoofStyle))

## [1] 2919

##Factorize RoofMatl  
unique(df.combined$RoofMatl)

## [1] "CompShg" "WdShngl" "Metal" "WdShake" "Membran" "Tar&Grv" "Roll"   
## [8] "ClyTile"

table(is.na(df.combined$RoofMatl))

##   
## FALSE   
## 2919

df.combined$RoofMatl <- as.factor(df.combined$RoofMatl)  
table(df.combined$RoofMatl)

##   
## ClyTile CompShg Membran Metal Roll Tar&Grv WdShake WdShngl   
## 1 2876 1 1 1 23 9 7

sum(table(df.combined$RoofMatl))

## [1] 2919

##Factorize Land Values  
unique(df.combined$LandContour)

## [1] "Lvl" "Bnk" "Low" "HLS"

table(is.na(df.combined$LandContour))

##   
## FALSE   
## 2919

df.combined$LandContour <- as.factor(df.combined$LandContour)  
table(df.combined$LandContour)

##   
## Bnk HLS Low Lvl   
## 117 120 60 2622

sum(table(df.combined$LandContour))

## [1] 2919

##Label Encode LandSlope Values  
unique(df.combined$LandSlope)

## [1] "Gtl" "Mod" "Sev"

table(is.na(df.combined$LandSlope))

##   
## FALSE   
## 2919

##LandSlope Levels Vector  
LandSlope <- c('Sev' = 0, 'Mod' = 1, 'Gtl' = 2)  
  
df.combined$LandSlope <- as.integer(revalue(df.combined$LandSlope, LandSlope))  
table(df.combined$LandSlope)

##   
## 0 1 2   
## 16 125 2778

sum(table(df.combined$LandSlope))

## [1] 2919

##Factorize Dwelling Values  
unique(df.combined$BldgType)

## [1] "1Fam" "2fmCon" "Duplex" "TwnhsE" "Twnhs"

table(is.na(df.combined$BldgType))

##   
## FALSE   
## 2919

df.combined$BldgType <- as.factor(df.combined$BldgType)  
table(df.combined$BldgType)

##   
## 1Fam 2fmCon Duplex Twnhs TwnhsE   
## 2425 62 109 96 227

sum(table(df.combined$BldgType))

## [1] 2919

##Factorize HouseStyle Values  
unique(df.combined$HouseStyle)

## [1] "2Story" "1Story" "1.5Fin" "1.5Unf" "SFoyer" "SLvl" "2.5Unf" "2.5Fin"

table(is.na(df.combined$HouseStyle))

##   
## FALSE   
## 2919

df.combined$HouseStyle <- as.factor(df.combined$HouseStyle)  
table(df.combined$HouseStyle)

##   
## 1.5Fin 1.5Unf 1Story 2.5Fin 2.5Unf 2Story SFoyer SLvl   
## 314 19 1471 8 24 872 83 128

sum(table(df.combined$HouseStyle))

## [1] 2919

##Factorize Neighborhood & Condition Values  
unique(df.combined$Neighborhood)

## [1] "CollgCr" "Veenker" "Crawfor" "NoRidge" "Mitchel" "Somerst" "NWAmes"   
## [8] "OldTown" "BrkSide" "Sawyer" "NridgHt" "NAmes" "SawyerW" "IDOTRR"   
## [15] "MeadowV" "Edwards" "Timber" "Gilbert" "StoneBr" "ClearCr" "NPkVill"  
## [22] "Blmngtn" "BrDale" "SWISU" "Blueste"

table(is.na(df.combined$Neighborhood))

##   
## FALSE   
## 2919

df.combined$Neighborhood <- as.factor(df.combined$Neighborhood)  
table(df.combined$Neighborhood)

##   
## Blmngtn Blueste BrDale BrkSide ClearCr CollgCr Crawfor Edwards Gilbert   
## 28 10 30 108 44 267 103 194 165   
## IDOTRR MeadowV Mitchel NAmes NoRidge NPkVill NridgHt NWAmes OldTown   
## 93 37 114 443 71 23 166 131 239   
## Sawyer SawyerW Somerst StoneBr SWISU Timber Veenker   
## 151 125 182 51 48 72 24

sum(table(df.combined$Neighborhood))

## [1] 2919

##Factorize Condition1 Values  
unique(df.combined$Condition1)

## [1] "Norm" "Feedr" "PosN" "Artery" "RRAe" "RRNn" "RRAn" "PosA"   
## [9] "RRNe"

table(is.na(df.combined$Condition1))

##   
## FALSE   
## 2919

df.combined$Condition1 <- as.factor(df.combined$Condition1)  
table(df.combined$Condition1)

##   
## Artery Feedr Norm PosA PosN RRAe RRAn RRNe RRNn   
## 92 164 2511 20 39 28 50 6 9

sum(table(df.combined$Condition1))

## [1] 2919

##Factorize Condition2 Values  
unique(df.combined$Condition2)

## [1] "Norm" "Artery" "RRNn" "Feedr" "PosN" "PosA" "RRAn" "RRAe"

table(is.na(df.combined$Condition2))

##   
## FALSE   
## 2919

df.combined$Condition2 <- as.factor(df.combined$Condition2)  
table(df.combined$Condition2)

##   
## Artery Feedr Norm PosA PosN RRAe RRAn RRNn   
## 5 13 2889 4 4 1 1 2

sum(table(df.combined$Condition2))

## [1] 2919

str(df.combined$YrSold)

## int [1:2919] 2008 2007 2008 2006 2008 2009 2007 2009 2008 2008 ...

##Factorize MoSold  
str(df.combined$MoSold)

## int [1:2919] 2 5 9 2 12 10 8 11 4 1 ...

df.combined$MoSold <- as.factor(df.combined$MoSold)

##SalePrice vs. YrSold EDA (Dashed line is median SalePrice)  
year.sold <- ggplot(df.combined[!is.na(df.combined$SalePrice),], aes(x = as.factor(YrSold), y = SalePrice)) +  
 geom\_bar(stat = 'summary', fun.y = "median", fill = 'blue') +  
 scale\_y\_continuous(breaks = seq(0, 800000, by = 25000), labels = scales::comma) +  
 geom\_label(stat = "count", aes(label = ..count.., y = ..count..)) +  
 coord\_cartesian(ylim = c(0, 200000)) +  
 geom\_hline(yintercept = 163000, linetype = "dashed", color = "red")  
  
##SalePrice vs. MoSold EDA (Dashed line is median SalePrice)  
month.sold <- ggplot(df.combined[!is.na(df.combined$SalePrice),], aes(x = as.factor(MoSold), y = SalePrice)) +  
 geom\_bar(stat = 'summary', fun.y = "median", fill = 'blue') +  
 scale\_y\_continuous(breaks = seq(0, 800000, by = 25000), labels = scales::comma) +  
 geom\_label(stat = "count", aes(label = ..count.., y = ..count..)) +  
 coord\_cartesian(ylim = c(0, 200000)) +  
 geom\_hline(yintercept = 163000, linetype = "dashed", color = "red")  
  
grid.arrange(year.sold, month.sold, widths=c(1,2))

![](data:image/png;base64,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)

##Factorize MSSUbClass  
str(df.combined$MSSubClass)

## int [1:2919] 60 20 60 70 60 50 20 60 50 190 ...

df.combined$MSSubClass <- as.factor(df.combined$MSSubClass)  
  
##MSSubClass Levels Vector  
MSSubClass <- c('20' = '1 Story 1946+', '30' = '1 Story 1945-', '40' = '1 Story Fin Attic All', '45' = '1.5 Story Unf All', '50' = '1.5 Story Fin All', '60' = '2 Story 1946+', '70' = '2 Story 1945-', '75' = '2.5 Story All', '80' = 'Split/Multi Level', '85' = 'Split Foyer', '90' = 'Duplex All Style/Age', '120' = '1 Story PUD 1946+', '150' = '1.5 Story PUD All', '160' = '2 Story PUD 1946+', '180' = 'PUD Multilevel', '190' = '2 Family Conversion')  
  
##Revalue for Ease  
df.combined$MSSubClass<- revalue(df.combined$MSSubClass, MSSubClass)

##Level Set after Data Clean & Imputation  
numeric.Vars <- which(sapply(df.combined, is.numeric))  
categoric.Vars <- which(sapply(df.combined, is.factor))  
  
cat(length(numeric.Vars), 'numeric variables &', length(categoric.Vars), 'categoric variables')

## 56 numeric variables & 23 categoric variables

str(df.combined)

## 'data.frame': 2919 obs. of 79 variables:  
## $ MSSubClass : Factor w/ 16 levels "1 Story 1946+",..: 6 1 6 7 6 5 1 6 5 16 ...  
## $ MSZoning : Factor w/ 5 levels "C (all)","FV",..: 4 4 4 4 4 4 4 4 5 4 ...  
## $ LotFrontage : int 65 80 68 60 84 85 75 80 51 50 ...  
## $ LotArea : int 8450 9600 11250 9550 14260 14115 10084 10382 6120 7420 ...  
## $ Street : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ Alley : Factor w/ 3 levels "Grvl","None",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ LotShape : int 3 3 2 2 2 2 3 2 3 3 ...  
## $ LandContour : Factor w/ 4 levels "Bnk","HLS","Low",..: 4 4 4 4 4 4 4 4 4 4 ...  
## $ LotConfig : Factor w/ 5 levels "Corner","CulDSac",..: 5 3 5 1 3 5 5 1 5 1 ...  
## $ LandSlope : int 2 2 2 2 2 2 2 2 2 2 ...  
## $ Neighborhood : Factor w/ 25 levels "Blmngtn","Blueste",..: 6 25 6 7 14 12 21 17 18 4 ...  
## $ Condition1 : Factor w/ 9 levels "Artery","Feedr",..: 3 2 3 3 3 3 3 5 1 1 ...  
## $ Condition2 : Factor w/ 8 levels "Artery","Feedr",..: 3 3 3 3 3 3 3 3 3 1 ...  
## $ BldgType : Factor w/ 5 levels "1Fam","2fmCon",..: 1 1 1 1 1 1 1 1 1 2 ...  
## $ HouseStyle : Factor w/ 8 levels "1.5Fin","1.5Unf",..: 6 3 6 6 6 1 3 6 1 2 ...  
## $ OverallQual : int 7 6 7 7 8 5 8 7 7 5 ...  
## $ OverallCond : int 5 8 5 5 5 5 5 6 5 6 ...  
## $ YearBuilt : int 2003 1976 2001 1915 2000 1993 2004 1973 1931 1939 ...  
## $ YearRemodAdd : int 2003 1976 2002 1970 2000 1995 2005 1973 1950 1950 ...  
## $ RoofStyle : Factor w/ 6 levels "Flat","Gable",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ RoofMatl : Factor w/ 8 levels "ClyTile","CompShg",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ Exterior1st : Factor w/ 15 levels "AsbShng","AsphShn",..: 13 9 13 14 13 13 13 7 4 9 ...  
## $ Exterior2nd : Factor w/ 16 levels "AsbShng","AsphShn",..: 14 9 14 16 14 14 14 7 16 9 ...  
## $ MasVnrType : int 1 0 1 0 1 0 2 2 0 0 ...  
## $ MasVnrArea : num 196 0 162 0 350 0 186 240 0 0 ...  
## $ ExterQual : int 4 3 4 3 4 3 4 3 3 3 ...  
## $ ExterCond : int 3 3 3 3 3 3 3 3 3 3 ...  
## $ Foundation : Factor w/ 6 levels "BrkTil","CBlock",..: 3 2 3 1 3 6 3 2 1 1 ...  
## $ BsmtQual : int 4 4 4 3 4 4 5 4 3 3 ...  
## $ BsmtCond : int 3 3 3 4 3 3 3 3 3 3 ...  
## $ BsmtExposure : int 1 4 2 1 3 1 3 2 1 1 ...  
## $ BsmtFinType1 : int 6 5 6 5 6 6 6 5 1 6 ...  
## $ BsmtFinSF1 : num 706 978 486 216 655 ...  
## $ BsmtFinType2 : int 1 1 1 1 1 1 1 4 1 1 ...  
## $ BsmtFinSF2 : num 0 0 0 0 0 0 0 32 0 0 ...  
## $ BsmtUnfSF : num 150 284 434 540 490 64 317 216 952 140 ...  
## $ TotalBsmtSF : num 856 1262 920 756 1145 ...  
## $ Heating : Factor w/ 6 levels "Floor","GasA",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ HeatingQC : int 5 5 5 4 5 5 5 5 4 5 ...  
## $ CentralAir : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ Electrical : Factor w/ 5 levels "FuseA","FuseF",..: 5 5 5 5 5 5 5 5 2 5 ...  
## $ X1stFlrSF : int 856 1262 920 961 1145 796 1694 1107 1022 1077 ...  
## $ X2ndFlrSF : int 854 0 866 756 1053 566 0 983 752 0 ...  
## $ LowQualFinSF : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ GrLivArea : int 1710 1262 1786 1717 2198 1362 1694 2090 1774 1077 ...  
## $ BsmtFullBath : num 1 0 1 1 1 1 1 1 0 1 ...  
## $ BsmtHalfBath : num 0 1 0 0 0 0 0 0 0 0 ...  
## $ FullBath : int 2 2 2 1 2 1 2 2 2 1 ...  
## $ HalfBath : int 1 0 1 0 1 1 0 1 0 0 ...  
## $ BedroomAbvGr : int 3 3 3 3 4 1 3 3 2 2 ...  
## $ KitchenAbvGr : int 1 1 1 1 1 1 1 1 2 2 ...  
## $ KitchenQual : int 4 3 4 4 4 3 4 3 3 3 ...  
## $ TotRmsAbvGrd : int 8 6 6 7 9 5 7 7 8 5 ...  
## $ Functional : int 7 7 7 7 7 7 7 7 6 7 ...  
## $ Fireplaces : int 0 1 1 1 1 0 1 2 2 2 ...  
## $ FireplaceQu : int 0 3 3 4 3 0 4 3 3 3 ...  
## $ GarageType : Factor w/ 7 levels "2Types","Attchd",..: 2 2 2 6 2 2 2 2 6 2 ...  
## $ GarageYrBlt : int 2003 1976 2001 1998 2000 1993 2004 1973 1931 1939 ...  
## $ GarageFinish : int 2 2 2 1 2 1 2 2 1 2 ...  
## $ GarageCars : num 2 2 2 3 3 2 2 2 2 1 ...  
## $ GarageArea : num 548 460 608 642 836 480 636 484 468 205 ...  
## $ GarageQual : int 3 3 3 3 3 3 3 3 2 4 ...  
## $ GarageCond : int 3 3 3 3 3 3 3 3 3 3 ...  
## $ PavedDrive : int 2 2 2 2 2 2 2 2 2 2 ...  
## $ WoodDeckSF : int 0 298 0 0 192 40 255 235 90 0 ...  
## $ OpenPorchSF : int 61 0 42 35 84 30 57 204 0 4 ...  
## $ EnclosedPorch: int 0 0 0 272 0 0 0 228 205 0 ...  
## $ X3SsnPorch : int 0 0 0 0 0 320 0 0 0 0 ...  
## $ ScreenPorch : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ PoolArea : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ PoolQC : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ Fence : Factor w/ 5 levels "GdPrv","GdWo",..: 5 5 5 5 5 3 5 5 5 5 ...  
## $ MiscFeature : Factor w/ 5 levels "Gar2","None",..: 2 2 2 2 2 4 2 4 2 2 ...  
## $ MiscVal : int 0 0 0 0 0 700 0 350 0 0 ...  
## $ MoSold : Factor w/ 12 levels "1","2","3","4",..: 2 5 9 2 12 10 8 11 4 1 ...  
## $ YrSold : int 2008 2007 2008 2006 2008 2009 2007 2009 2008 2008 ...  
## $ SaleType : Factor w/ 9 levels "COD","Con","ConLD",..: 9 9 9 9 9 9 9 9 9 9 ...  
## $ SaleCondition: Factor w/ 6 levels "Abnorml","AdjLand",..: 5 5 5 1 5 5 5 5 1 5 ...  
## $ SalePrice : int 208500 181500 223500 140000 250000 143000 307000 200000 129900 118000 ...

##Level Set High Correlations  
df.numeric.Vars <- df.combined[, numeric.Vars]  
correlation.numeric.Vars <- cor(df.numeric.Vars, use = "pairwise.complete.obs")  
correlation.sorted <- as.matrix(sort(correlation.numeric.Vars[, 'SalePrice'], decreasing = TRUE))  
  
correlation.high <- names(which(apply(correlation.sorted, 1, function(x) abs(x) > 0.5)))  
correlation.numeric.Vars <- correlation.numeric.Vars[correlation.high, correlation.high]  
  
corrplot.mixed(correlation.numeric.Vars, tl.col = "black", tl.pos = "lt", tl.cex = 0.7, cl.cex = 0.7, number.cex = 0.7)
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##Quick RandomForest to Identify Most Important Variables(Numeric & Categorical)  
set.seed(2018)  
RandomForest.draft <- randomForest(x = df.combined[1:1460, -79], y = df.combined$SalePrice[1:1460], ntree = 100, importance = TRUE)  
RandomForest.important <- importance(RandomForest.draft)  
df.important <- data.frame(Variables = row.names(RandomForest.important), MSE = RandomForest.important[, 1])  
df.important <- df.important[order(df.important$MSE, decreasing = TRUE),]  
  
##Visualize Quick RandomForest (df.important)  
ggplot(df.important[1:30,], aes(x = reorder(Variables, MSE), y = MSE, fill = MSE)) +  
 geom\_bar(stat = 'identity') +  
 labs(x = 'Variables', y = '% Increase') +  
 coord\_flip() +  
 theme(legend.position = "none")
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##EDA of GrLivArea & Surface Related Variables  
s1 <- ggplot(data = df.combined, aes(x = GrLivArea)) +  
 geom\_density() + labs(x = 'SqFt Living Area')  
s2 <- ggplot(data = df.combined, aes(x = as.factor(TotRmsAbvGrd))) +  
 geom\_histogram(stat = 'count') + labs(x = 'Rooms above Ground')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

s3 <- ggplot(data = df.combined, aes(x = X1stFlrSF)) +  
 geom\_density() + labs(x = 'SqFt 1st Floor')  
s4 <- ggplot(data = df.combined, aes(x = X2ndFlrSF)) +  
 geom\_density() + labs(x='SqFt 2nd floor')  
s5 <- ggplot(data = df.combined, aes(x = TotalBsmtSF)) +  
 geom\_density() + labs(x = 'SqFt Basement')  
s6 <- ggplot(data = df.combined[df.combined$LotArea < 100000,], aes(x=LotArea)) +  
 geom\_density() + labs(x = 'SqFt Lot')  
s7 <- ggplot(data = df.combined, aes(x=LotFrontage)) +  
 geom\_density() + labs(x = 'Linear Ft Lot Frontage')  
s8 <- ggplot(data = df.combined, aes(x = LowQualFinSF)) +  
 geom\_histogram() + labs(x = 'Low Quality SqFt 1st & 2nd')  
  
d.layout <- matrix(c(1, 2, 5, 3, 4, 8, 6, 7), 4, 2, byrow=TRUE)  
multiplot(s1, s2, s3, s4, s5, s6, s7, s8, layout = d.layout)

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAA/FBMVEUAAAAAADoAAGYAOpAAZmYAZrYzMzM6AAA6ADo6AGY6Ojo6OpA6kNtNTU1NTW5NTY5NbqtNjshZWVlmAABmADpmAGZmZmZmkJBmtrZmtttmtv9uTU1uTW5uTY5ubo5ubqtuq8huq+SOTU2OTW6OTY6Obk2ObquOyP+QOgCQOjqQZgCQkDqQkGaQtpCQ27aQ29uQ2/+ijk2rbk2rbm6rbo6rjk2ryKurzaur5OSr5P+1q262ZgC225C22/+2/9u2///Ijk3I///bkDrb/7bb/9vb///kq27k///r6+v/tmb/yI7/25D/27b/29v/5Kv//7b//8j//9v//+T////0AKrYAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAgAElEQVR4nO1di38ct3EGpV5ItaSchG6dUmkcuY3J1pbLWnYa9eKKOlcKT2eLJu///1+6Awzeg8fu7QML7feTeHdYLIDBBwyAwYvtF1QNNnUCFgyLheDKsRBcORaCK8dCcOUwCb47P7qeLCELhoFdg9eMPX7bKZxbA+Ef/fzq9Nph2ZRKRp78PT5I+qIJhlrM2Knl8uHZ2SdvLJdfvjj79d/gy8O3lzURjJKieErKuggWFD96rdn811f7d1pSpPXdb+Dbu7NWBDNA0OPkBKOkKJ6WsivBv9Xo8nr8QWeCN4ytGlWtFfWHz/+2/+Xf3kCBxooMvz78S/P9wx/+1IZgIHdvUVwWwSgpiqekrIng+yvGLuDLVldhWYNvnssCzTOicX14+Rehon/VIJ1/jNmfxQElRfGklLni+TAI7jmlbWD3og3VrCDaIpAVCnWD9/jz3fPMNhhqLVZceKTr8MQ1+O7cLs1CUhRPSmmJN/Ma7ArM8eH3r/bvP3nTCH929vTVzdnZb3QRzyOY08uMR4USjJJ6NbhygrEkY+3lBV20Tu/OAM+TBBPdKkZ5HJvgDZNYeZJW2QZ7Als1GNrg93JwJJvjnBpM9ZuLIFgVaEdSFE9LWQvBnsCI96CaeQP1FBUWNQ4OguxSldnP0pJ64+AuKK+TRePhW8Usoo2hg5FVivkepxgm7Y65xqK6lg5SyZhBDW6qL5g4fIFvLqVuVoy3MHSUTPD9ldUYyaLclyXLJPi3cbZHUtEkZO+qm6GD0TluDJoCyZygDcaiPIglq2CCP3z+PS/X3QwdoeCLaITvryyCsSgP0osuhGChpm0N/eHZJVDa0dARqMG3RdRgd8QvivIgliyT4C5hdYdF8Hq13zx6vbGHSULQboYOFsxxVgDBTp8Di/IhliyropZXg5sKDP0Ou1z/8uUBho6yCXZgV91OlqzyCb47P3UIhq4HCNvJ0DErgo2i3LUNLpzg+6vT7dE1KGpL7i/kNHhrQ0esK1VAN8sdFoqifIglq3CCYeC/MueCES6P2YYO5kZuV+4yavDdp3Ihmi7KXS1ZVl8q8H3KTlYAhj0DkG/oiJIYVt/jErzfZixDSyVjJjWYhrBndDF0zIRg3efgKukAS1bpBJO2WbRndDF0REtPMSs7jDYJVNIhlqzCCXZtsyg0t2d0MXQkesqMtlOnf/VVg7GTpReDc5VUcS+anC5Ee0YXQ0dqKDQ1wS6ESjrEkmX1pQLfJ+xkObZZAbRndDF0JAlm4WdTECxUUsWWLNfEIfGAbXBLQ0fa3txxlXR/BPNVLHKdP6qk4S1ZcbIHVdHUfLDuW7Y0dGR0oibuZ21AUjDecRi6atg2eDKCaXx4dnbWydCRM2PEIs+yZDusk+UuMgSBhrdklUUwqClYjqaRa+jIIrjLPodhCR7ekmV+Hxw2wU2bdLGxDTvvgcqbyw6Gjqw5X4Ph8dtgW0VLXTW4oWO6Grx+/KOYMXQAtbi1oSOzfZ3U3mF1slBXDW/omIxgPl144feloTlqb+jIXVhn73qI+cx4dMgwCXVVxZ2sAMG/fPF8397Q0WZxu+B4aoK5rMSEf++GDvP74LAU5AZUtG6TBGAli15cuc81dLTcveBuHR6F4PurU9s+C7qqraEjq6KWUYObDqXZJpn8tjd0tN+eYnM8BsF8aYPBMNdVbQ0dsyKYgKiol20NHd26TsBxpxc7wR0maV3Vpg0+kOA424MTTA4GI+MIGUWHwY/sm6UXxfdVg93to0JXtTV0zIVgaae0TJX2WMF2JMcRGMVBxzQku1y9qWjKVHnZ1tBhMNSlk2X9GAB2J0sIrOeUpJ6SVg7e1YrpME3QIWxwTT0CwVSfg0YkGT3W4Hht7mWYxKXWNVj2NKSVgxMcG0ewApHBH4VcS9asCZab3oWV470YGMXGEYlU9fNrwHGwRrYla0YEu7ZZd99KqAZHEbMRdHzWNchWiPWicxg6mODg6wcQLNqkC09KZeUIt8FBzJXgwzeflYF4CyXHCtrKsQ+MI4KYK8GHH6PUwtd0hg49ZDCOcWg1jpgrwWQL9KvQj+CDPF9DhbuffNFMuSBboIXgekC2QAvBFYFqgRaCF5SGheDKMQzBvHdid7bxg1zYhh/vz4j9uVJTEgse8QMmCT55E3jto8cgBL+HDLcnnfCDXNiGH1AqPEdlMfQ3/slHNzjLR7720WMIgm+e/hlmoCyDF36QC9uMEYnnKJ8RG//w4+ElH6wGg/zIMZyKDh5a4zkaz6AiU8+ojX+moTzwrF+hzC0e2JwgjKUt2GBId2UgkrPNKizlyfputG26zMu/MgX8B6YAfYkU8B9WCgYk2J500pY/f2GbevbhWZMd5DNq4x9+wLaLphaHousN1hYPbE4kjC0eN+YqJuecT/XdvOnkly8u1XezbXsvWBIf/K9MAf+BKUBfIgXih5WC8WswsbAtXbv/m9r4Z9bSm8vBa7Dc4mEJid/0Fg9sMASMpagonHwBbzpR38UTs237L/4dncRfTIH4IVKAvkQKxAMrBUMSHGhLiYVtZoNJt8//Q238S7/WextslRlVg9UWjz2uH1eKGM/5dF+warBVFo2aQahomQL5AwLk32UKcPWNuVtwOILtSSf8IBe24QeqVfIZtfHPeO3huzeB13oFhKpEfKaoM7d4YIMh/QitI2CWDmMUx1X0U4Ng2bxQBIsUoBNPgWh2n+s22ErB6ONgemGbHtD65zVnjYPDr/UJ3roYP5Ewe4sHQCpyu6EwWmN5T4L48ezsjy/zajCmwKzO+IbRyTJTsFiyWkBuAVDAXLS3eBgP5OGI0lV7cfuAqrE22jayF325104iIt7ZkilYCD4AFr8OQ7oGY4OBv24MFW12fswazNtj2ZoYbZtPsEoBoch1DbZTsBCcDXsgi+0Cwh4H6wd6U7XTQXtv+Gq+K+UdHQerFMjh7lPd4bLHwUbSFoIrx0Jw5VgIrhwLwZVjIbhyjEIwnHWij/wU9xSLJfY//YAOYjfF7kT60t/8wHJ2iy1AjEEw3xGzNXZMSD4Vjcohjfurf8q4im6BxAgE4xmnxrHMhxC8ffTXY+oOzQU0RiFYsXd3zo5enFwrjXyMu3O1iv5P/m3z6K8n17uTF8d8pxR/6wlW2/Xj/4NDNXZPvmKPXoOuh/rMTzIfVXPLVqZLpOHmx8TG2ScWRuAMWYExVPRW5sPd+ar5f3QdrMHNbzhor/nZfNsdN18b9Q7bHdXt8/ADVP7ueIXnpzQv8H2vm1E1N6Z410Wb5BB8fyXatZwCNDnBojSuMCVbIBhLP0EwOIkPnnnNJ39L0rfl5F6InN3iiQQ/v93n1ou+IFO8pg7JTyAnpUjaJuPCkBII3gMPj9/y5O5OojUYvjb+kGpZpxuVLIRYY8XlDzdKTW6dfvrgMAmG8ioOZOKfomk53Yn2hbceWM2xJdmdfM0YCCVeuMdWSTU4e6tZ043RCjNs5zRfXxdBsKYqTvB+2zSyp/sAwXhUzKPXgmAs36D2p6nBMDaA8mb+F00LE+2LEEIoctmSgAfzBWyVZIOjvGIeycZIletQ80ViBIIx56Wy3cbb4P3dp9ChMggWb6HK4h9NhvGHW6y0/Oaj7cg1WA7l9zJ98lM0Ldi+SM0DkC2J1fZsRSGQP5FZLBeglnRjtJXlJdB8kRijBq8h62UZtDpZsqBaho416iIpjFFK8VS65oM/vL9qmG2IBW53x+Or6N0xJHuLekl+ynSLP2uhvgVES8JJb0TfGgqtqbkbo18uM0YG54ZNNl8kRrNk8YRDuf/MUNGCTFUfToUw7MLOKN3OyE7rBgZb+N4RLxPs6BvqzpjBIETgSY0TzJuVR9i+iJbEJRhbJbND5fQ6SyfYQre2Muf+uTGBDKwb6njbACoaP12C9fFF2JKotgdfwFbJamNQ7SqCnbCp5ovGDAgG4eg7uyaEGgev/E6WSTDPfBRZtiRuJwsVmWxwRARrMQ7m4wmzgYPzcY+M5ms1fSfLQfsajKPooiB1KEx9eMMkswabAzhsSfgwyXhBGuplgyMgTzzaqcYIvELH63efUs1XAMt0YeVYCK4cC8GVYyG4ciwEV46F4MqxEFw5FoIrx0Jw5VgIrhwLwZVjIbhyLARXDvvWlVEXRUyOj0JeuwavxWo/DX2WiXu4iXX0Ggd1gUDgXoHu7p29k9L3IS8V/SE/ewqLJlgsW9SLrfWZnu4hn9bRa7MluA95qegLJliILGeQ9XlizgFj1tFraYIZK5Xgw+V1o+eXrUUTNynBG75wQG4U0wc9eUcEWkevJe4WaiQutTPXv7yMy1sMrKTAuhDrdjt9WpB3yKd19BpHoEDe8stm3UIdLL8J915rcC/yOvEw9SeYuMlqsL96K1mizcPfAulFeZnvHPIec++T4H7kdeLhcu7t++rLIdi9nDLYJjlHr82V4D7kdeIRBN/OhGB9pqd3yKd19FqcYCzUnnvAe9R9WIK7yOvEIwkO36E8FcEbdeGusURVDAPxlFpvXGgf/hZIb6kE9yWvHY+6n54Fb0GfvAb3DubFVAYOlDdOcPia+6nHwYcKHKrBgVZ48nFwv2DEt0mhktEUZ9x8y2IL5SMIZbUs1GUR3Ju8VjzM+Mm8p1k/51eDdbPkPiG9x90LqsFUPLMjOGR81/eY6QtcAumdFcEd5LXiMQnW8hZDsFBbhsYKGd+Ne8zeqbOOA+ktmOBe5LXiKZzg9Qr2pW70sCE08McP83aYDIJJhqckuBd5rXhsgpnzNOvnsMMk2INqDPxDpjt56Zgq0XHjO1mapkf/8rLoz0ngEAwbjA2BQ8Z36W7dbRIokHS/I1h+E+591uB+5DXjcasss3/SaR2vBt9fncIGc+Nsr0SJtm6HmR/B/chrxuMRzKyfdFpHbIN3x2xlHhqaapPsu0foKC2ZyyK4H3nNeLxGlzEicQUNk0LGd3mPWUYNtmX2GS5qmNRFXko6/YwzXC7BQeO7vrNb3+BCR+kQ7DFcFMFd5DWlI1IDEhdDMD9LsbPpjkaBHUuFvuUlhZt4/Y7dyTroLBu6TAU6lsHym3Dvt5PVh7xGPLRlg7lqa8pxcA8C21F6MrviTjtM6kFeHU/Q+MzarOAZdJjkCZywzVqXupFRhvodQfES7v3W4D7k1fFEZhdY/vz/kG2wdyZewja7ty43J6MM9TuC4iXce+1k9SKvjic6fcSiTyO/e1XR7vxoYlxoXW5OEhyQKixtyr1fFd2HvCqeRB1ldAs97TApYdnRl5uHbNGh4EtaGm7gIHlTIk0jcjzWlG3WvNy8TQ0Oz7QEy/Wh3rNyo4u8Kp5kK5s3uTRoDd4wdmEeW5yyzVqXmxNRhmUOSRv0f6h3ktA+5JXxpNfJykI9HcHrxz+KGTSJRJtkX25ORBkhODDTEvZ/oHeK317klfFkLISemmA+fXaRsxDcdI/U4GhvmZ5pCfuPOncdB/cgL8aTtdI9Z3JpVIJTttlDCKZnWiL+Y849EdxFXhF6nikjZ3JpSBW9AZUFc+D9INVVnrwn3aO8mbKMP3qwI9x2vY4P4BWipMWKmGmJ+g87d+xk9SGvkiScmr3tsaBxcBeBlawZNuf2O/+HHSZ1kRfliKXG8VoSwQnbLLVGSZpdsyYVvNMOEv6HJriDvFyMFixw41ks6QMRLO12lukuYZvVj02CcZN7vFAb8tLuQxPcm7wgQ1sWYnMPg3ayjMvVRDGOjwv1Y5tgr5ASYljS5q/V6rUG9yJv+zUb+1urHo86TIKP/HXC+rFhm2WlgaL245E3TnDCNpuzqjJQ1Lq69zwO7kFeKvpDfo6govW4IbtEG4gcp0RhSu+9yNs+2oQMh7zsPyXGwcYyh1ZtUlYKWiZ4YO99yNs+2gkJdpGwzerH2SlomeCRvXeRt320BRGcss1a48KsFLRM8Mjeu8jbPtqSCF4wdywEV46F4MqxEFw5FoIrR88EZ3Uz8WD8/A4qX0aR6/3hW74DsFv39xDwEXIg2oTI78/46T3BNMcyABaKfRJcgdIzwfZ0SwB4MH5sosYBbCfI9n5zCXbGFqH3BH7ofyDahMj8HMzY1FUsA8QJ9MF3+yU4y9SDB+PnG4n4doJc73gKTkcTVHeIQ/8D0WaIHDObxTLg4eWrqLz9EpxtrG1j5hXbCXK9f/j8e1DRHY3Ih4AfOByONiEyHCAQeBzNgEYZg/YPBt0vwfZ0Sxhg84tN1FgQ2wlyvcOZzo182aH3ByA4HG1c5A/PmkIZehzNADhWoqnFwaAnqcH8YPz8Kskb1BbeD5gGOgTRGpwUOZzmjAy4uRypBue1deLg9NxWErcTZLfBX3LZRm+DBcGhaDNEDjbRGRkQad777kVnTLfgwfgtJmqgAGd7v7kUZb7TNNAhgBwNRJsQGTVqOM2RDIB3H757E3x3gnGwPBh/oHFw8yQ6phwMkXFwSuR3Z/Gxe2IcHHt3sWRVjoXgyrEQXDkWgivHQnDlWAiuHAvBlWMhuHKMRjBcFXh0rX/D3b1i2flPP5gOnY+PxGCKQlLoBnefGh6czGAXuxPzaQeMRTDfJbI16Lu/wh0jUgThsO3K8ME5MQDSQjdYmyXAzox9D2KNRDCe+2kcnx8gWDm3RYEEZwgN25QrIVjxBiK9OLmWLnAo96n2wv/yg7rl54VQWE1l2J28AM/g6jpeqGAKQobQ++1KUChEdTJjLwgGSVf7vfzcPfmqxRnmY6norZTo7nzV/D+6DqnoprjzbZ2NeuNPdsfiqLLN47e74+bhhsGfR69tR/RcGNJCy69SVKoGg6Tm/91xm3PMx+tFQ4djhbtxtyAr70WcGgRzh+bxz6DSGufdE1FOt7gRv8kAngv8oe3YeC6Q4LTQe8ktiupkxqmStPkjP7nE2Rh1mHR3/vgtPxpydxKqweBFbOuEG42EasK7uk+Nsn5y7TqWSfA+IbT6iqJSNXiLL8vPdpKOOw4GYuIEQxEFZYbO/O5IeVyoTbDjWCzBUaGNr1zU2RKMiVIKJ9gGc13EK/GRlPtCfrUIdh0LJDhDaOsrNDgUwSApZAt+FkmwGO3JboLV35Cn3OheNEiyOz4S2cLLfcN442gR7DoeeMPGIEgLvUeBpKh2ZuzpTlaRBIuGVFDI2GeGtmqaH94rVP0K3iAdfQPHhKIhCB5Jra3+uI4YTFFICr2XNViKqjIjMkwqk2ALBerT4TGN0AvBo2EhuHJ8TAQvGA0LwZVjIbhyLARXjoXgyrEQXDkWgivHQnDlWAiuHAvBlWMhuHIsBGukzpubJTpejIV5URWS583NEvatK0fOfEfooijMi/rQ/ZqGUmHX4DVjxn3Y4Usq4Jl3Q5R/sw1x102Op0ECysuOyHlzxlVJc4KrouHGt/Q1M/BM1OCZik0jet4cIFrkQpc35XvtM1Apk98GA8VyZ0TooijMC1ts/4K6+dXgxBl5GNZvOXLSFHSdjOANX9cl90vFarAnNsu5r7Akgv2bz1JHwmJYsyUYlu1ZMsfaYDyoeO9eOxpPRcEEJ8+bmz3Bd+fuprXQRVFky8TcO6HLJnijbnOUC1hT581VQLCnskIXRWFezJlg+2LZPGBYFRHcBuyjsYsJgqdORR40Jb7KygWWGXbrVuHCa7DYdc1a7KbGsGZeg1sDg5wdwXwPeRdJ50pwV2CQsyP442qDG2nBxOGorNBkA94DNG+C8ZAUhfR9ThjWLAkmEZpswHuAfIJthgsn2OlOZtznhGHVQ3DI0IH3AM2cYEdjZVxuhGHNlmChpo1inTZVGpMNLF1gikfEFm1IOs9hUoP1Cg4k2ui+ZXiygdu0EFhmmPE3WMxKqsE+Uvc5YVhzrcFNBYaRg9EyhWswvwdo5gR7ncrk5UYY1owJvjs/NQkOTjbgPTHzJhilVoeBpi83wrDmSvD91Smcf7LWKjo02WDxO3OC+eF6mt/oBU0Y1lwJBtPdyjw7MzjZIO8BqoNg1FgZ9zlhWLMl+DCw3kMcB1aJzsJse9EdgWWGWR+BYlZSDcZOlruUNC3pbGtw69mVeRPcHhjWXAluP7tiic2cz4XgiOtUwyRXotBkg7ksesYEq5PoEJH7JWsg2J1dCU82wN6VT+ZP8EacOa0Y5kLVPNngLdYJGjpunv55/jXYXaIkhKrY0OHPB0cmG1Bqd7LBKzQFw1+DFrulvYbJBg+RyYZwG6y/FF6DPRXNhap4ssFHugbPmmCyk1XxZAMX+GJjGHYiOxsiBKtvxRPsFei62+D9+vGPYsZQIjTZ0BPBcp1uMvFjElzxZAOfLrzI2tmQIJgFU7GXPhSx+1uX5tEIhnPVLetO5eNgguAsYJBGRYwTbFda9ToLl4uBCF6Lg/Lz7XcY1lwJ3m9ARZu9ylZg5FfPFws/jD0bAJ236sx3mLR1epV5wDJjNqXMK1HC2d8k7ngCH1MZOrIlnW0N7ggM0iKY+algeeQRva7RxsEfH8GhyQaq62HRwknam78pzgMuXu96qF50hsaqppMl7ZSWqTI02UCa4O16B/QYXeZwwsIuzET+a3GBW6KuyQZUWXpOKWToIIf/LgckN93MGnuT7W4BdSS4KkMHYXwPmCpJEzwrFB2pdXNgpgdGxQkOTTaQJvhBOr+9BdQxf+o6J8ufXUnWYANZ5TvH07gBxUFK2i7ofK9DBEqMg41lHXltcJs450Zw6KzKmRLsIjTZYJvg28Q5N4JJSdsFXTLBwckG6hTlKgkOnRddC8EL5o6F4MqxEFw5FoIrx0Jw5eiL4PjlJLD19hN/2Y+J1GoZ7SkaWPqsqx6QEx55hQuJh2+JQ25pNNJlBqrQE8GJy0luLg1PpN/krhHlKRpYxllXhyMnPPIKFxqNPO9//bccn7980TzM86rQE8Hxy0keXr4yPFF+07tGlKdoYBlnXQ0trEZeCuDZPpo5OkBhN20lVk8Eh0y2Ao0uAcUZM2Qn15wrT8nAEvcuDC2shneFSyC070FF56S1i1g9EWxPungJ+/0rqHjkVJTyk9g1ojylAkuddTW0sCqt/hUuAX+8tOaklavop+3EGqUGc9xc9lODE4Elz7o6HLnh5aWgTVqbTtYfX05SgzPaA7dldB6ndo0oT/HA0mddHY7s8BIiY2hftmpYGw9TtMGhSRcBUCYP372JTUUld40oT9HAMs66GlpYAfIKFxo3XEXn+IT62las0cbBqaFeq3FwMLCMs64GF1alJHN02zzLHdw2g+u2Yi2WrMqxEFw5FoIrx0Jw5VgIrhwLwZVjIbhyLARXjvEIhiOLzJN74bJisc7+px+Ei3n3uITcR7NhRy9O8s/9HQBwoEccG2fbgMLu5Lr5p+Q0/cdzxLxwAKDcIatUTLF8G49gvi1ma8ivMmyHxN2dr/zTuTGhsG1qVzbB91eQ9N0xceKHSLmb/nSONFibJUC5g09FYSzfxiMYDzo10uGJA/dFeLmACQXnwglG0agLEUmCM3IE6iZJsFXeY/k2JsEqeyDVjbqVLnAKuc46rs1eHHMFBB6/5gkFPyuQAbSYOBqHf+6efNX6+PKDJRBx85+8/olLTBSxm8dveW7zMgknrJ9qoU65X3ExVU6ObFdYNiCcCyOnmmJh11k63/YjquitTBxolLvzo2tKIfGU746bpDf6C7Y5ylvnsQbDkUfmf1IhDgSZXhk3nAi4/vtTWRNVldk9eS0J5qQ3kog2GFzBlzy1OStHVFlpZL3Q7g2Htk4O5NuovWjoU6wwJ7YgDu9RnFoEb46g2F9wmbjHjUWwePfRa/nJvY4Emf0q7iev7//96yZfn7xWzphUycrPb9VvdOW69YnUORk5IoLCN0zVbR8tEsq3sYdJd+eP3/KzMHcnZHndsAtdaIXHJxbB+K78HLNZVgSr9F/s/uHHf3yNZ3tSBIv9uEcGwaCeN6bWSeWI+LoWDZN05wqEXSgSw/k2+jhYxU+KI7qMMyG4aXu3q/urf76Sela2wY8MFX10bdfgRp7/tc/Vj+eIMcRgGO4eC9NaV+Jwvo1HMKZNqVmqxTHUsamPpRs4gSSgovFzEoIx7obp/7jYb/5ODlSh09NULWhQlQSQ1VurBt9ffWbr22iOmF+bEmSNN+6vZAWO5NuINXgtEiU6KFaXQpZ9mXxd/lfJTtYEBMu4uRCNDpadHZ7hTTPa/IVuzv3VES+Pu2NJsJBzw6SGTueIzAzOlgoBj9fcSOtGLN/GtmRxpQJ9ic8MhdQom5XyAKMB2YIZ3X05DnaHSaMSjF0gmQZeZ80TTbZCgCbFMKD5XVO1GzV69A2veVyn8yTrfmEyR/ZSwi3avKQ7vHB0jXHH8m0yW/SYzIyNTbRnr/vQjvtAObIQPDI2AXvYQnAV4MYI+kldBC8YCwvBlWMhuHIsBFeOheDKsRBcORaCK8dCcOVYCK4cC8GVYyG4ciwEV46F4Mph37py9FHN8XwU8to1eM1YaDorgb5vhendkUx1S3lJUUIijv3IeUITTKy4rZrglvKSosyMYHqvWmeCGXGfbDCdUxDcSl5SFOcOzow0DfMok+ANX1Dm7lXrTrB3o2EknVMQ3EpeUpQ5EQyL9Tpeik1HzvwrKyPpHJ3gtvKSosg4OLdugS6LYL2Ytj3oyOGKWZLhIgg+RF4fcAsmK2/cGb+cso/QS5NYo7W8VAmShYihuiq7BncnmIyc3wJecg3ulWDFcSpNwzxKErxRF+522XNLRi6ueacYLoDgDvJSEdw6BN8m7sMe7FF+De4EMvKiCSbl1Qe44je8xSWPYIZfEmka5lH2ONiHe+q0ygW492PGBPvQF5ngN7zFJY9ggVIJboozDPlx95QJcZkNlQvvzqIEM+FYJsGkvN59yXiLSxuCrbFwQQQHIS6zkcdWm7nw4Q9/mi/BJLwbz7m8/ONXDSJvssD3yZGtom/U+fFS9oeXfxEqOiQ7cz7Lh77IRH+Dk/MRVAnCQmSVYmY9irzV56OcGizUljdq4PdlNMLiFU5S9nfPE20w1kQk7DMAAAdrSURBVGCqCpdRgz15iRrMb3GpheD1Co4D2LjDBnUd1dNXN2dnv9G3usQJZjLeYgn25PXaYHnLRx0ENwUaDgfwBv7yxhs7F8T9F7J4E1EoggmGiyDYl1dfZILfLH5rIBhOBSAJhjb4vRwcPTfGEvMm2JVXjABRZTXf5C0udRB8f3UKx4asKRUNAj99ZebC/AkOyRsEFcEtJSIzH0Xe6vNRThu8O2arDnPBATDiW1noUV4W+TUp+koKUYZ0DfarcBE1uJOQgTjmUYMPlN2OghnxLgRnJveAR5kqmjBVZss+O4LbyktFcEuNBAslmB+g5gE6krYxGjtZ1gM/CpNgj+EiCCbk9WaTrKkWKoJbcqjP9KMQphkmEdlwc+k4yMmGG3eIODeCfXm92SR7qoWK4JbPLsyD4PsrguCHl2Jw5E02yAcBgm0RiyTYl9e3ZOFUS4Jgb3FwmQSTi1e4jfKSmGyQDwKTDSz6swz4Jh1iNglVdGQ2iZKtGHltFU3MB8N0d1NZ/ckGfIDevDLklOGc9cLjq2hXXmo2KdkGM8rdaqBIFDVMurn0JxvwQYBgrx+ZsRht+mFSpAa3JNi0AtAojWBvsqFGgv02uDvBcrI0hEkI3jB2sbFNd6CrHr574082yAckwcwnOL1WaXyCXXm92aQMglkg00skeP34RzGDZkJfRu9MNuADimCDTeVYIMG+vO5s0gEE45LDIKYZB8PQ8OCF74xedmYyXATBreWlImAfCcEK0C0NPDkg1EHQh7whYfmz7sH2BysRG1BZ5i0E+ZBlKGJ1Ti4nHV1Ft5XXlyTa0IYrd+ytro+yOllbeU3EEASbqrsMgtvK6wrCEmOh0Pb3+FtTDJPyZN8n126wqAlv+mFShpBcDLEJiWVYM8IUl0Gwnl3xHa1nGEVqcQ6LFfoCCPZmkzwhuRSc48w5wVanWBzwKEWwtNtZpjs9u2IAHe1nUpp0iliwdzkqwQl5g0JyEWzaknwwdusd7jBJDeZ3pJmTaNKeI6eSuD0LHU2DVhuCb1XGZiV+0E5WSN6IkFyCjIjtRyCtI/Q0wyT4MIYN0iIrp5I4wXrhu79thxUIitqEvHEhi5RSwREyTjDOqeBU0nux1B0d9XyLLNz59aoAFR2TV3/zhcyNePRHLVS0HjeYU7/cXknWYInY7jsH+V6H8CkRkncfEbId2qep81uBl4hxsLHMwWiJ1G+6eWqZrjIIDsm7jwjZDqUR7ELOqeipJO2o51s6pKsQgl14s0m+kO1QOsHGaFBPHJFDxJbpKpRgfzaJNATko3iCF8wdC8GVYyG4ciwEV46F4MrRG8HR7iaeF2f3TAP9VL6rPMPnw7dyrVg6zNEh98y3SQyZSSm8F/vDwi/1RTA57ySB58XZMzTkfM1enK6W4/PmEsbmeWGODb6hqWViyExKAQpSXO6+CI6afPC8ONs6FLAV8dPVMnyidS0rzLEhNjS1TAyZSTmxxeXui+Ck0VYbdskP6U2crpbh88Pn34OKzglzAvATmNonppMIcBhQ+KW+CLanXXyAzc+eoSHna/B0tQyfcMBRI1BOmBMACG6fGD+TMmJ61hTzyEsj1WB+XlxWveStap7PXK0wATrVYCKTcuKKyz1KG4zniWW0l3i6Wk4b/KWYySyxDdZnx7VJDJVJWZFFG+7+etGRaRc8L86eoQnN10ANzvF5cynqe06YowOyuWViyExKAZVy5KVRxsHyvLhex8G4TqyacTCdSRlv+dYAE4slq3IsBFeOheDKsRBcORaCK8dCcOVYCK4cC8GVY1qC4f7Ao2v9Gy70FWvRf/oBHZzt2eheAmTadifXCZ8tBNMeSbQXf1KC+daRrSGMEltmmpsPOZk5FjyOcvymBIsH2kH8KQnGw0CNM/UXgisjWAlzd86OXpxcK613jEdnKC+gulbavQQYKnp38uKYq1VIJqglftT46X735CuxvTxbMF0S+Kvi6R7DF74wbJFnT16rOGlMqqK3kq6781Xz/+g6WNDhtDL4X2INBoKPGy20AT5WcHbPW74xtfm9O17ZfpOCaY/wqnqK4YMvGTbsioRL6mWcgVRO3IuGXtYKt+hugWDewzj15BUehISlwCL4gn9u8ciAn98a7sJvpmDaI7yqnmL44EuGzZ81RG/dYwpsTD9Mujt//JYXwN1JuAZv0UOpBEOymj94q/ip2Jh6pJObLZjt0XqqfImwRZ49ea3jJDE9wTxjaiEYNSU0N1ZyeyRYhq0Ijt/7NCXBKJRUN9tIGww3lJWsopGALQ7qOTHbrBrsCOYQbD7FeGTYUn1vj6JZMmkNXkPaZEfC6mTJNsXti4TbmvFBEHx/1eQ+ZD5UsmOK4JRgNsFWF6z5w4/WxLB1J0vEGUjl9JYs3npA3+IzQ0Xv14z3P1WfA8cL0r0EyLQZBHM3yOt18/HN+YVPcEowp6qrYRKGD74wbD5M+vrRaxUnjQLaYImS1O9csE1evLgQPFeAVqavMrOwEDxboA0hgYIIXjAEFoIrx0Jw5VgIrhwLwZVjIbhyLARXjv8H1X3J2VNHHUsAAAAASUVORK5CYII=)

##Investigating Correlation between GrLivArea to X1stFlrSF, X2ndFlrSF & LowQualFinSF  
cor(df.combined$GrLivArea, (df.combined$X1stFlrSF + df.combined$X2ndFlrSF + df.combined$LowQualFinSF))

## [1] 1

head(df.combined[df.combined$LowQualFinSF > 0, c('GrLivArea', 'X1stFlrSF', 'X2ndFlrSF', 'LowQualFinSF')])

## GrLivArea X1stFlrSF X2ndFlrSF LowQualFinSF  
## 52 1176 816 0 360  
## 89 1526 1013 0 513  
## 126 754 520 0 234  
## 171 1382 854 0 528  
## 186 3608 1518 1518 572  
## 188 1656 808 704 144

##EDA of Neighborhood Variable  
n1 <-ggplot(df.combined[!is.na(df.combined$SalePrice), ], aes(x = Neighborhood, y = SalePrice)) +  
 geom\_bar(stat = 'summary', fun.y = "median", fill = 'blue') +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1)) +  
 scale\_y\_continuous(breaks = seq(0, 800000, by = 50000), labels = scales::comma) +  
 geom\_label(stat = "count", aes(label = ..count.., y = ..count..), size = 3) +  
 geom\_hline(yintercept = 163000, linetype = "dashed", color = "red")  
  
n2 <- ggplot(data = df.combined, aes(x = Neighborhood)) +  
 geom\_histogram(stat = 'count') +  
 geom\_label(stat = "count", aes(label = ..count.., y = ..count..), size = 3) +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))

## Warning: Ignoring unknown parameters: binwidth, bins, pad

grid.arrange(n1, n2)
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##EDA of OverallQuall & Quality Variables  
q1 <- ggplot(data = df.combined, aes(x = as.factor(OverallQual))) +  
 geom\_histogram(stat = 'count')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

q2 <- ggplot(data = df.combined, aes(x=as.factor(ExterQual))) +  
 geom\_histogram(stat='count')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

q3 <- ggplot(data = df.combined, aes(x=as.factor(BsmtQual))) +  
 geom\_histogram(stat='count')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

q4 <- ggplot(data = df.combined, aes(x=as.factor(KitchenQual))) +  
 geom\_histogram(stat='count')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

q5 <- ggplot(data = df.combined, aes(x=as.factor(GarageQual))) +  
 geom\_histogram(stat='count')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

q6 <- ggplot(data = df.combined, aes(x=as.factor(FireplaceQu))) +  
 geom\_histogram(stat='count')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

q7 <- ggplot(data = df.combined, aes(x=as.factor(PoolQC))) +  
 geom\_histogram(stat='count')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

layout <- matrix(c(1,2,8,3,4,8,5,6,7),3,3,byrow=TRUE)  
multiplot(q1, q2, q3, q4, q5, q6, q7, layout=layout)
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##EDA of MSSubCLass  
ms1 <- ggplot(df.combined[!is.na(df.combined$SalePrice),], aes(x = MSSubClass, y = SalePrice)) +  
 geom\_bar(stat = 'summary', fun.y = "median", fill = 'blue') +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1)) +  
 scale\_y\_continuous(breaks = seq(0, 800000, by=50000), labels = comma) +  
 geom\_label(stat = "count", aes(label = ..count.., y = ..count..), size = 3) +  
 geom\_hline(yintercept = 163000, linetype = "dashed", color = "red")   
  
ms2 <- ggplot(data = df.combined, aes(x = MSSubClass)) +  
 geom\_histogram(stat = 'count') +  
 geom\_label(stat = "count", aes(label = ..count.., y = ..count..), size = 3) +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))

## Warning: Ignoring unknown parameters: binwidth, bins, pad

grid.arrange(ms1, ms2)
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##EDA of Garage Variables  
g1 <- ggplot(data = df.combined[df.combined$GarageCars !=0,], aes(x = GarageYrBlt)) +   
 geom\_histogram() +   
 xlim(1890, 2015)  
g2 <- ggplot(data = df.combined, aes(x = as.factor(GarageCars))) +  
 geom\_histogram(stat = 'count')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

g3 <- ggplot(data = df.combined, aes(x = GarageArea)) +  
 geom\_density()  
g4 <- ggplot(data = df.combined, aes(x = as.factor(GarageCond))) +  
 geom\_histogram(stat = 'count')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

g5 <- ggplot(data = df.combined, aes(x = GarageType)) +  
 geom\_histogram(stat = 'count')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

g6 <- ggplot(data = df.combined, aes(x = as.factor(GarageQual))) +  
 geom\_histogram(stat = 'count')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

g7 <- ggplot(data = df.combined, aes(x = as.factor(GarageFinish))) +  
 geom\_histogram(stat = 'count')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

layout <- matrix(c(1, 5, 5, 2, 3, 8, 6, 4, 7), 3 , 3, byrow = TRUE)  
multiplot(g1, g2, g3, g4, g5, g6, g7, layout = layout)

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.

## Warning: Removed 1 rows containing non-finite values (stat\_bin).

## Warning: Removed 1 rows containing missing values (geom\_bar).
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##EDA of Basement Variables  
b1 <- ggplot(data = df.combined, aes(BsmtFinSF1)) +   
 geom\_histogram() +  
 labs(x = 'Type 1 Finished SqFt')  
b2 <- ggplot(data = df.combined, aes(x = BsmtFinSF2)) +  
 geom\_histogram() +  
 labs(x = 'Type 2 Finished SqFt')  
b3 <- ggplot(data = df.combined, aes(x = BsmtUnfSF)) +   
 geom\_histogram() +   
 labs(x = 'Unfinished SqFt')  
b4 <- ggplot(data = df.combined, aes(x = as.factor(BsmtFinType1))) +  
 geom\_histogram(stat = 'count') +  
 labs(x = 'Type 1 Finished Area Rating')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

b5 <- ggplot(data = df.combined, aes(x = as.factor(BsmtFinType2))) +  
 geom\_histogram(stat = 'count') +  
 labs(x = 'Type 2 Finished Area Rating')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

b6 <- ggplot(data = df.combined, aes(x = as.factor(BsmtQual))) +  
 geom\_histogram(stat = 'count') +  
 labs(x = 'Height of Bsmt')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

b7 <- ggplot(data = df.combined, aes(x = as.factor(BsmtCond))) +  
 geom\_histogram(stat = 'count') +  
 labs(x = 'Bsmt Condition Rating')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

b8 <- ggplot(data = df.combined, aes(x = as.factor(BsmtExposure))) +  
 geom\_histogram(stat = 'count') +  
 labs(x = 'Walkout/Garden Level Walls')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

layout <- matrix(c(1, 2, 3, 4, 5, 9, 6, 7, 8), 3, 3, byrow = TRUE)  
multiplot(b1, b2, b3, b4, b5, b6, b7, b8, layout = layout)

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.  
## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.  
## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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##Feature Engineering  
  
##Total Bathrooms  
df.combined$TotalBath <- df.combined$FullBath + (df.combined$HalfBath\*0.5) + df.combined$BsmtFullBath + (df.combined$BsmtHalfBath\*0.5)  
  
tb1 <- ggplot(data = df.combined[!is.na(df.combined$SalePrice), ], aes(x = as.factor(TotalBath), y = SalePrice)) +  
 geom\_point(col = 'blue') + geom\_smooth(method = "lm", se = FALSE, color = "black", aes(group = 1)) +  
 scale\_y\_continuous(breaks = seq(0, 800000, by = 100000), labels = comma)  
  
tb2 <- ggplot(data = df.combined, aes(x = as.factor(TotalBath))) +  
 geom\_histogram(stat = 'count')

## Warning: Ignoring unknown parameters: binwidth, bins, pad

grid.arrange(tb1, tb2)
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##Age, Remodel & New Variables  
df.combined$Remod <- ifelse(df.combined$YearBuilt == df.combined$YearRemodAdd, 0, 1) ## 0 = NA Remodel, 1 = Remodel  
df.combined$Age <- as.numeric(df.combined$YrSold) - df.combined$YearRemodAdd  
  
ggplot(data = df.combined[!is.na(df.combined$SalePrice), ], aes(x = Age, y = SalePrice)) +  
 geom\_point(col = 'blue') +  
 geom\_smooth(method = "lm", se = FALSE, color = "black", aes(group = 1)) +  
 scale\_y\_continuous(breaks = seq(0, 800000, by = 100000), labels = comma)
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cor(df.combined$SalePrice[!is.na(df.combined$SalePrice)], df.combined$Age[!is.na(df.combined$SalePrice)])

## [1] -0.5090787

ggplot(df.combined[!is.na(df.combined$SalePrice),], aes(x = as.factor(Remod), y = SalePrice)) +  
 geom\_bar(stat = 'summary', fun.y = "median", fill = 'blue') +  
 geom\_label(stat = "count", aes(label = ..count.., y = ..count..), size = 6) +  
 scale\_y\_continuous(breaks = seq(0, 800000, by = 50000), labels = comma) +  
 theme\_grey(base\_size = 18) +  
 geom\_hline(yintercept = 163000, linetype = "dashed")
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df.combined$New <- ifelse(df.combined$YrSold == df.combined$YearBuilt, 1, 0) ##1 = New, 0 = Not New  
table(df.combined$New)

##   
## 0 1   
## 2803 116

##Factorize YrSold  
df.combined$YrSold <- as.factor(df.combined$YrSold)

##Binning Neighborhoods  
nb1 <- ggplot(df.combined[!is.na(df.combined$SalePrice), ], aes(x = reorder(Neighborhood, SalePrice, FUN = median), y = SalePrice)) +  
 geom\_bar(stat = 'summary', fun.y = "median", fill = 'blue') +   
 labs(x = 'Neighborhood', y = 'Median SalePrice') +  
 theme(axis.text.x = element\_text(angle = 45, hjust =1)) +  
 scale\_y\_continuous(breaks = seq(0, 800000, by = 50000), labels = comma) +   
 geom\_label(stat = "count", aes(label = ..count.., y = ..count..), size = 3) +  
 geom\_hline(yintercept = 163000, linetype = "dashed", color = "red")  
  
nb2 <- ggplot(df.combined[!is.na(df.combined$SalePrice), ], aes(x = reorder(Neighborhood, SalePrice, FUN = mean), y = SalePrice)) +  
 geom\_bar(stat = 'summary', fun.y = "mean", fill = 'blue') +   
 labs(x = 'Neighborhood', y = 'Mean SalePrice') +  
 theme(axis.text.x = element\_text(angle = 45, hjust =1)) +  
 scale\_y\_continuous(breaks = seq(0, 800000, by = 50000), labels = comma) +   
 geom\_label(stat = "count", aes(label = ..count.., y = ..count..), size = 3) +  
 geom\_hline(yintercept = 163000, linetype = "dashed", color = "red")  
  
grid.arrange(nb1, nb2)
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##Categorizing Neighborhood Wealth (Poor - 0, Middle - 1, Wealthy - 2)  
df.combined$NeighborhoodWealth[df.combined$Neighborhood %in% c('StoneBr', 'NridgHt', 'NoRidge')] <- 2  
df.combined$NeighborhoodWealth[!df.combined$Neighborhood %in% c('MeadowV', 'IDOTRR', 'BrDale', 'StoneBr', 'NridgHt', 'NoRidge')] <- 1  
df.combined$NeighborhoodWealth[df.combined$Neighborhood %in% c('MeadowV', 'IDOTRR', 'BrDale')] <- 0  
table(df.combined$NeighborhoodWealth)

##   
## 0 1 2   
## 160 2471 288

sum(table(df.combined$NeighborhoodWealth))

## [1] 2919

## Total SqFt  
df.combined$TotalSqFt <- df.combined$GrLivArea + df.combined$TotalBsmtSF  
  
cor(df.combined$SalePrice, df.combined$TotalSqFt, use = "pairwise.complete.obs")

## [1] 0.7789588

##Porch Variables  
df.combined$TotalPorchSqFt <- df.combined$OpenPorchSF + df.combined$EnclosedPorch + df.combined$X3SsnPorch + df.combined$ScreenPorch  
  
cor(df.combined$SalePrice, df.combined$TotalPorchSqFt, use = "pairwise.complete.obs")

## [1] 0.1957389

##Data Prep for Modeling  
  
##Remove Highly Correlated Variables  
rmVars <- c('YearRemodAdd', 'GarageYrBlt', 'GarageArea', 'GarageCond', 'TotalBsmtSF', 'TotRmsAbvGrd')  
  
df.combined <- df.combined[, !(names(df.combined) %in% rmVars)]  
  
##Remove Outliers  
df.combined <- df.combined[-c(524, 1299),]

##Prepping Predictor Variables  
  
numeric.VarNames <- numeric.VarNames[!(numeric.VarNames %in% c('MSSubClass', 'MoSold', 'YrSold', 'SalePrice', 'OverallQual', 'OverallCond'))]  
numeric.VarNames <- append(numeric.VarNames, c('Age', 'TotalPorchSqFt', 'TotalBath', 'TotalSqFt'))  
  
df.numeric <- df.combined[, names(df.combined) %in% numeric.VarNames]  
str(df.numeric)

## 'data.frame': 2917 obs. of 30 variables:  
## $ LotFrontage : int 65 80 68 60 84 85 75 80 51 50 ...  
## $ LotArea : int 8450 9600 11250 9550 14260 14115 10084 10382 6120 7420 ...  
## $ YearBuilt : int 2003 1976 2001 1915 2000 1993 2004 1973 1931 1939 ...  
## $ MasVnrArea : num 196 0 162 0 350 0 186 240 0 0 ...  
## $ BsmtFinSF1 : num 706 978 486 216 655 ...  
## $ BsmtFinSF2 : num 0 0 0 0 0 0 0 32 0 0 ...  
## $ BsmtUnfSF : num 150 284 434 540 490 64 317 216 952 140 ...  
## $ X1stFlrSF : int 856 1262 920 961 1145 796 1694 1107 1022 1077 ...  
## $ X2ndFlrSF : int 854 0 866 756 1053 566 0 983 752 0 ...  
## $ LowQualFinSF : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ GrLivArea : int 1710 1262 1786 1717 2198 1362 1694 2090 1774 1077 ...  
## $ BsmtFullBath : num 1 0 1 1 1 1 1 1 0 1 ...  
## $ BsmtHalfBath : num 0 1 0 0 0 0 0 0 0 0 ...  
## $ FullBath : int 2 2 2 1 2 1 2 2 2 1 ...  
## $ HalfBath : int 1 0 1 0 1 1 0 1 0 0 ...  
## $ BedroomAbvGr : int 3 3 3 3 4 1 3 3 2 2 ...  
## $ KitchenAbvGr : int 1 1 1 1 1 1 1 1 2 2 ...  
## $ Fireplaces : int 0 1 1 1 1 0 1 2 2 2 ...  
## $ GarageCars : num 2 2 2 3 3 2 2 2 2 1 ...  
## $ WoodDeckSF : int 0 298 0 0 192 40 255 235 90 0 ...  
## $ OpenPorchSF : int 61 0 42 35 84 30 57 204 0 4 ...  
## $ EnclosedPorch : int 0 0 0 272 0 0 0 228 205 0 ...  
## $ X3SsnPorch : int 0 0 0 0 0 320 0 0 0 0 ...  
## $ ScreenPorch : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ PoolArea : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ MiscVal : int 0 0 0 0 0 700 0 350 0 0 ...  
## $ TotalBath : num 3.5 2.5 3.5 2 3.5 2.5 3 3.5 2 2 ...  
## $ Age : num 5 31 6 36 8 14 2 36 58 58 ...  
## $ TotalSqFt : num 2566 2524 2706 2473 3343 ...  
## $ TotalPorchSqFt: int 61 0 42 307 84 350 57 432 205 4 ...

df.categoric <- df.combined[, !(names(df.combined) %in% numeric.VarNames)]  
df.categoric <- df.categoric[, names(df.categoric) != 'SalePrice']  
str(df.categoric)

## 'data.frame': 2917 obs. of 49 variables:  
## $ MSSubClass : Factor w/ 16 levels "1 Story 1946+",..: 6 1 6 7 6 5 1 6 5 16 ...  
## $ MSZoning : Factor w/ 5 levels "C (all)","FV",..: 4 4 4 4 4 4 4 4 5 4 ...  
## $ Street : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ Alley : Factor w/ 3 levels "Grvl","None",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ LotShape : int 3 3 2 2 2 2 3 2 3 3 ...  
## $ LandContour : Factor w/ 4 levels "Bnk","HLS","Low",..: 4 4 4 4 4 4 4 4 4 4 ...  
## $ LotConfig : Factor w/ 5 levels "Corner","CulDSac",..: 5 3 5 1 3 5 5 1 5 1 ...  
## $ LandSlope : int 2 2 2 2 2 2 2 2 2 2 ...  
## $ Neighborhood : Factor w/ 25 levels "Blmngtn","Blueste",..: 6 25 6 7 14 12 21 17 18 4 ...  
## $ Condition1 : Factor w/ 9 levels "Artery","Feedr",..: 3 2 3 3 3 3 3 5 1 1 ...  
## $ Condition2 : Factor w/ 8 levels "Artery","Feedr",..: 3 3 3 3 3 3 3 3 3 1 ...  
## $ BldgType : Factor w/ 5 levels "1Fam","2fmCon",..: 1 1 1 1 1 1 1 1 1 2 ...  
## $ HouseStyle : Factor w/ 8 levels "1.5Fin","1.5Unf",..: 6 3 6 6 6 1 3 6 1 2 ...  
## $ OverallQual : int 7 6 7 7 8 5 8 7 7 5 ...  
## $ OverallCond : int 5 8 5 5 5 5 5 6 5 6 ...  
## $ RoofStyle : Factor w/ 6 levels "Flat","Gable",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ RoofMatl : Factor w/ 8 levels "ClyTile","CompShg",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ Exterior1st : Factor w/ 15 levels "AsbShng","AsphShn",..: 13 9 13 14 13 13 13 7 4 9 ...  
## $ Exterior2nd : Factor w/ 16 levels "AsbShng","AsphShn",..: 14 9 14 16 14 14 14 7 16 9 ...  
## $ MasVnrType : int 1 0 1 0 1 0 2 2 0 0 ...  
## $ ExterQual : int 4 3 4 3 4 3 4 3 3 3 ...  
## $ ExterCond : int 3 3 3 3 3 3 3 3 3 3 ...  
## $ Foundation : Factor w/ 6 levels "BrkTil","CBlock",..: 3 2 3 1 3 6 3 2 1 1 ...  
## $ BsmtQual : int 4 4 4 3 4 4 5 4 3 3 ...  
## $ BsmtCond : int 3 3 3 4 3 3 3 3 3 3 ...  
## $ BsmtExposure : int 1 4 2 1 3 1 3 2 1 1 ...  
## $ BsmtFinType1 : int 6 5 6 5 6 6 6 5 1 6 ...  
## $ BsmtFinType2 : int 1 1 1 1 1 1 1 4 1 1 ...  
## $ Heating : Factor w/ 6 levels "Floor","GasA",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ HeatingQC : int 5 5 5 4 5 5 5 5 4 5 ...  
## $ CentralAir : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ Electrical : Factor w/ 5 levels "FuseA","FuseF",..: 5 5 5 5 5 5 5 5 2 5 ...  
## $ KitchenQual : int 4 3 4 4 4 3 4 3 3 3 ...  
## $ Functional : int 7 7 7 7 7 7 7 7 6 7 ...  
## $ FireplaceQu : int 0 3 3 4 3 0 4 3 3 3 ...  
## $ GarageType : Factor w/ 7 levels "2Types","Attchd",..: 2 2 2 6 2 2 2 2 6 2 ...  
## $ GarageFinish : int 2 2 2 1 2 1 2 2 1 2 ...  
## $ GarageQual : int 3 3 3 3 3 3 3 3 2 4 ...  
## $ PavedDrive : int 2 2 2 2 2 2 2 2 2 2 ...  
## $ PoolQC : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ Fence : Factor w/ 5 levels "GdPrv","GdWo",..: 5 5 5 5 5 3 5 5 5 5 ...  
## $ MiscFeature : Factor w/ 5 levels "Gar2","None",..: 2 2 2 2 2 4 2 4 2 2 ...  
## $ MoSold : Factor w/ 12 levels "1","2","3","4",..: 2 5 9 2 12 10 8 11 4 1 ...  
## $ YrSold : Factor w/ 5 levels "2006","2007",..: 3 2 3 1 3 4 2 4 3 3 ...  
## $ SaleType : Factor w/ 9 levels "COD","Con","ConLD",..: 9 9 9 9 9 9 9 9 9 9 ...  
## $ SaleCondition : Factor w/ 6 levels "Abnorml","AdjLand",..: 5 5 5 1 5 5 5 5 1 5 ...  
## $ Remod : num 0 0 1 1 0 1 1 0 1 1 ...  
## $ New : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodWealth: num 1 1 1 1 2 1 1 1 1 1 ...

cat(length(df.numeric), 'numeric variables &', length(df.categoric), 'categoric variables')

## 30 numeric variables & 49 categoric variables

##Skewness of Numeric Variables  
for(i in 1:ncol(df.numeric)){  
 if(abs(skew(df.numeric[,i])) > 0.8){  
 df.numeric[,i] <- log(df.numeric[,i] + 1)  
 }  
}  
  
##Normalization of Numeric Variables  
Predictor.Vars <- preProcess(df.numeric, method = c("center", "scale"))  
print(Predictor.Vars)

## Created from 2917 samples and 30 variables  
##   
## Pre-processing:  
## - centered (30)  
## - ignored (0)  
## - scaled (30)

df.normal <- predict(Predictor.Vars, df.numeric)  
dim(df.normal)

## [1] 2917 30

##Encoding of Categoric Varibles  
df.dummy <- as.data.frame(model.matrix(~.-1, df.categoric))  
dim(df.dummy)

## [1] 2917 201

##Removing Levels with Few/None Values  
  
##Absent Values in Test Set  
Values.Absent.Test <- which(colSums(df.dummy[1459:2917, ]) == 0)  
colnames(df.dummy[Values.Absent.Test])

## [1] "Condition2RRAe" "Condition2RRAn" "Condition2RRNn"   
## [4] "HouseStyle2.5Fin" "RoofMatlMembran" "RoofMatlMetal"   
## [7] "RoofMatlRoll" "Exterior1stImStucc" "Exterior1stStone"   
## [10] "Exterior2ndOther" "HeatingOthW" "ElectricalMix"   
## [13] "MiscFeatureTenC"

##Removing Predictor Values  
df.dummy <- df.dummy[, -Values.Absent.Test]  
  
##Absent Values in Train Set  
Values.Absent.Train <- which(colSums(df.dummy[1:1458, ]) == 0)  
colnames(df.dummy[Values.Absent.Train])

## [1] "MSSubClass1.5 Story PUD All"

##Removing Predictor Values  
df.dummy <- df.dummy[, -Values.Absent.Train]  
  
##Few Values (<10) in Train Set  
Values.Few.Train <- which(colSums(df.dummy[1:1458, ]) <10)  
colnames(df.dummy[Values.Few.Train])

## [1] "MSSubClass1 Story Fin Attic All" "LotConfigFR3"   
## [3] "NeighborhoodBlueste" "NeighborhoodNPkVill"   
## [5] "Condition1PosA" "Condition1RRNe"   
## [7] "Condition1RRNn" "Condition2Feedr"   
## [9] "Condition2PosA" "Condition2PosN"   
## [11] "RoofStyleMansard" "RoofStyleShed"   
## [13] "RoofMatlWdShake" "RoofMatlWdShngl"   
## [15] "Exterior1stAsphShn" "Exterior1stBrkComm"   
## [17] "Exterior1stCBlock" "Exterior2ndAsphShn"   
## [19] "Exterior2ndBrk Cmn" "Exterior2ndCBlock"   
## [21] "Exterior2ndStone" "FoundationStone"   
## [23] "FoundationWood" "HeatingGrav"   
## [25] "HeatingWall" "ElectricalFuseP"   
## [27] "GarageTypeCarPort" "MiscFeatureOthr"   
## [29] "SaleTypeCon" "SaleTypeConLD"   
## [31] "SaleTypeConLI" "SaleTypeConLw"   
## [33] "SaleTypeCWD" "SaleTypeOth"   
## [35] "SaleConditionAdjLand"

##Removing Predictor Values  
df.dummy <- df.dummy[, -Values.Few.Train]  
dim(df.dummy)

## [1] 2917 152

##Combine Predictors into Data Frame   
df.combined.predictors <- cbind(df.normal, df.dummy)

##Verifying Skewness of Response Variable (SalePrice)  
skew(df.combined$SalePrice)

## [1] 1.877427

qqnorm(df.combined$SalePrice)  
qqline(df.combined$SalePrice)

![](data:image/png;base64,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)

##Normally Distribute SalePrice  
df.combined$SalePrice <- log(df.combined$SalePrice)  
  
##Verifying Skewness of Normalized Response Variable (SalePrice)  
skew(df.combined$SalePrice)

## [1] 0.1213182

qqnorm(df.combined$SalePrice)  
qqline(df.combined$SalePrice)

![](data:image/png;base64,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)

##Saving Train & Test Sets  
train.set <- df.combined.predictors[!is.na(df.combined$SalePrice), ]  
str(train.set)

## 'data.frame': 1458 obs. of 182 variables:  
## $ LotFrontage : num -0.0497 0.5752 0.0859 -0.2901 0.7223 ...  
## $ LotArea : num -0.102 0.149 0.462 0.139 0.928 ...  
## $ YearBuilt : num 1.047 0.156 0.981 -1.858 0.948 ...  
## $ MasVnrArea : num 1.225 -0.793 1.152 -0.793 1.445 ...  
## $ BsmtFinSF1 : num 0.785 0.894 0.66 0.388 0.759 ...  
## $ BsmtFinSF2 : num -0.363 -0.363 -0.363 -0.363 -0.363 ...  
## $ BsmtUnfSF : num -0.3248 0.0149 0.241 0.3577 0.3058 ...  
## $ X1stFlrSF : num -0.778 0.43 -0.554 -0.418 0.127 ...  
## $ X2ndFlrSF : num 1.198 -0.863 1.202 1.161 1.262 ...  
## $ LowQualFinSF : num -0.117 -0.117 -0.117 -0.117 -0.117 ...  
## $ GrLivArea : num 0.57 -0.369 0.705 0.583 1.347 ...  
## $ BsmtFullBath : num 1.09 -0.819 1.09 1.09 1.09 ...  
## $ BsmtHalfBath : num -0.252 3.887 -0.252 -0.252 -0.252 ...  
## $ FullBath : num 0.783 0.783 0.783 -1.027 0.783 ...  
## $ HalfBath : num 1.233 -0.755 1.233 -0.755 1.233 ...  
## $ BedroomAbvGr : num 0.17 0.17 0.17 0.17 1.39 ...  
## $ KitchenAbvGr : num -0.201 -0.201 -0.201 -0.201 -0.201 ...  
## $ Fireplaces : num -0.925 0.626 0.626 0.626 0.626 ...  
## $ GarageCars : num 0.308 0.308 0.308 1.62 1.62 ...  
## $ WoodDeckSF : num -0.944 1.255 -0.944 -0.944 1.086 ...  
## $ OpenPorchSF : num 0.834 -1.082 0.664 0.582 0.981 ...  
## $ EnclosedPorch : num -0.428 -0.428 -0.428 2.737 -0.428 ...  
## $ X3SsnPorch : num -0.113 -0.113 -0.113 -0.113 -0.113 ...  
## $ ScreenPorch : num -0.309 -0.309 -0.309 -0.309 -0.309 ...  
## $ PoolArea : num -0.0641 -0.0641 -0.0641 -0.0641 -0.0641 ...  
## $ MiscVal : num -0.189 -0.189 -0.189 -0.189 -0.189 ...  
## $ TotalBath : num 1.59 0.351 1.59 -0.269 1.59 ...  
## $ Age : num -0.888 0.357 -0.84 0.596 -0.744 ...  
## $ TotalSqFt : num 0.174 0.121 0.345 0.055 1.025 ...  
## $ TotalPorchSqFt : num 0.434 -1.453 0.267 1.167 0.579 ...  
## $ MSSubClass1 Story 1946+ : num 0 1 0 0 0 0 1 0 0 0 ...  
## $ MSSubClass1 Story 1945- : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClass1.5 Story Unf All : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClass1.5 Story Fin All : num 0 0 0 0 0 1 0 0 1 0 ...  
## $ MSSubClass2 Story 1946+ : num 1 0 1 0 1 0 0 1 0 0 ...  
## $ MSSubClass2 Story 1945- : num 0 0 0 1 0 0 0 0 0 0 ...  
## $ MSSubClass2.5 Story All : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClassSplit/Multi Level : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClassSplit Foyer : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClassDuplex All Style/Age: num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClass1 Story PUD 1946+ : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClass2 Story PUD 1946+ : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClassPUD Multilevel : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClass2 Family Conversion : num 0 0 0 0 0 0 0 0 0 1 ...  
## $ MSZoningFV : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSZoningRH : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSZoningRL : num 1 1 1 1 1 1 1 1 0 1 ...  
## $ MSZoningRM : num 0 0 0 0 0 0 0 0 1 0 ...  
## $ Street : num 1 1 1 1 1 1 1 1 1 1 ...  
## $ AlleyNone : num 1 1 1 1 1 1 1 1 1 1 ...  
## $ AlleyPave : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ LotShape : num 3 3 2 2 2 2 3 2 3 3 ...  
## $ LandContourHLS : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ LandContourLow : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ LandContourLvl : num 1 1 1 1 1 1 1 1 1 1 ...  
## $ LotConfigCulDSac : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ LotConfigFR2 : num 0 1 0 0 1 0 0 0 0 0 ...  
## $ LotConfigInside : num 1 0 1 0 0 1 1 0 1 0 ...  
## $ LandSlope : num 2 2 2 2 2 2 2 2 2 2 ...  
## $ NeighborhoodBrDale : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodBrkSide : num 0 0 0 0 0 0 0 0 0 1 ...  
## $ NeighborhoodClearCr : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodCollgCr : num 1 0 1 0 0 0 0 0 0 0 ...  
## $ NeighborhoodCrawfor : num 0 0 0 1 0 0 0 0 0 0 ...  
## $ NeighborhoodEdwards : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodGilbert : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodIDOTRR : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodMeadowV : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodMitchel : num 0 0 0 0 0 1 0 0 0 0 ...  
## $ NeighborhoodNAmes : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodNoRidge : num 0 0 0 0 1 0 0 0 0 0 ...  
## $ NeighborhoodNridgHt : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodNWAmes : num 0 0 0 0 0 0 0 1 0 0 ...  
## $ NeighborhoodOldTown : num 0 0 0 0 0 0 0 0 1 0 ...  
## $ NeighborhoodSawyer : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodSawyerW : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodSomerst : num 0 0 0 0 0 0 1 0 0 0 ...  
## $ NeighborhoodStoneBr : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodSWISU : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodTimber : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodVeenker : num 0 1 0 0 0 0 0 0 0 0 ...  
## $ Condition1Feedr : num 0 1 0 0 0 0 0 0 0 0 ...  
## $ Condition1Norm : num 1 0 1 1 1 1 1 0 0 0 ...  
## $ Condition1PosN : num 0 0 0 0 0 0 0 1 0 0 ...  
## $ Condition1RRAe : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ Condition1RRAn : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ Condition2Norm : num 1 1 1 1 1 1 1 1 1 0 ...  
## $ BldgType2fmCon : num 0 0 0 0 0 0 0 0 0 1 ...  
## $ BldgTypeDuplex : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ BldgTypeTwnhs : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ BldgTypeTwnhsE : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ HouseStyle1.5Unf : num 0 0 0 0 0 0 0 0 0 1 ...  
## $ HouseStyle1Story : num 0 1 0 0 0 0 1 0 0 0 ...  
## $ HouseStyle2.5Unf : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ HouseStyle2Story : num 1 0 1 1 1 0 0 1 0 0 ...  
## $ HouseStyleSFoyer : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ HouseStyleSLvl : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ OverallQual : num 7 6 7 7 8 5 8 7 7 5 ...  
## $ OverallCond : num 5 8 5 5 5 5 5 6 5 6 ...  
## [list output truncated]

View(train.set)  
test.set <- df.combined.predictors[is.na(df.combined$SalePrice), ]  
str(test.set)

## 'data.frame': 1459 obs. of 182 variables:  
## $ LotFrontage : num 0.575 0.613 0.34 0.499 -1.287 ...  
## $ LotArea : num 0.526 0.929 0.868 0.225 -1.133 ...  
## $ YearBuilt : num -0.34 -0.439 0.849 0.882 0.684 ...  
## $ MasVnrArea : num -0.793 0.999 -0.793 0.37 -0.793 ...  
## $ BsmtFinSF1 : num 0.647 0.874 0.823 0.731 0.454 ...  
## $ BsmtFinSF2 : num 2.286 -0.363 -0.363 -0.363 -0.363 ...  
## $ BsmtUnfSF : num -0.012 0.2055 -0.373 0.0851 0.6958 ...  
## $ X1stFlrSF : num -0.636 0.591 -0.527 -0.534 0.474 ...  
## $ X2ndFlrSF : num -0.863 -0.863 1.138 1.128 -0.863 ...  
## $ LowQualFinSF : num -0.117 -0.117 -0.117 -0.117 -0.117 ...  
## $ GrLivArea : num -1.429 -0.209 0.42 0.372 -0.326 ...  
## $ BsmtFullBath : num -0.819 -0.819 -0.819 -0.819 -0.819 ...  
## $ BsmtHalfBath : num -0.252 -0.252 -0.252 -0.252 -0.252 ...  
## $ FullBath : num -1.027 -1.027 0.783 0.783 0.783 ...  
## $ HalfBath : num -0.755 1.233 1.233 1.233 -0.755 ...  
## $ BedroomAbvGr : num -1.05 0.17 0.17 0.17 -1.05 ...  
## $ KitchenAbvGr : num -0.201 -0.201 -0.201 -0.201 -0.201 ...  
## $ Fireplaces : num -0.925 -0.925 0.626 0.626 -0.925 ...  
## $ GarageCars : num -1.004 -1.004 0.308 0.308 0.308 ...  
## $ WoodDeckSF : num 0.965 1.361 1.124 1.328 -0.944 ...  
## $ OpenPorchSF : num -1.082 0.595 0.569 0.595 0.97 ...  
## $ EnclosedPorch : num -0.428 -0.428 -0.428 -0.428 -0.428 ...  
## $ X3SsnPorch : num -0.113 -0.113 -0.113 -0.113 -0.113 ...  
## $ ScreenPorch : num 2.975 -0.309 -0.309 -0.309 3.099 ...  
## $ PoolArea : num -0.0641 -0.0641 -0.0641 -0.0641 -0.0641 ...  
## $ MiscVal : num -0.189 7.415 -0.189 -0.189 -0.189 ...  
## $ TotalBath : num -1.508 -0.888 0.351 0.351 -0.269 ...  
## $ Age : num 1.219 1.362 -0.553 -0.553 -0.265 ...  
## $ TotalSqFt : num -1.006 0.287 0.162 0.128 0.166 ...  
## $ TotalPorchSqFt : num 0.74 0.198 0.173 0.198 1.028 ...  
## $ MSSubClass1 Story 1946+ : num 1 1 0 0 0 0 1 0 1 1 ...  
## $ MSSubClass1 Story 1945- : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClass1.5 Story Unf All : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClass1.5 Story Fin All : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClass2 Story 1946+ : num 0 0 1 1 0 1 0 1 0 0 ...  
## $ MSSubClass2 Story 1945- : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClass2.5 Story All : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClassSplit/Multi Level : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClassSplit Foyer : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClassDuplex All Style/Age: num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClass1 Story PUD 1946+ : num 0 0 0 0 1 0 0 0 0 0 ...  
## $ MSSubClass2 Story PUD 1946+ : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClassPUD Multilevel : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSSubClass2 Family Conversion : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSZoningFV : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ MSZoningRH : num 1 0 0 0 0 0 0 0 0 0 ...  
## $ MSZoningRL : num 0 1 1 1 1 1 1 1 1 1 ...  
## $ MSZoningRM : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ Street : num 1 1 1 1 1 1 1 1 1 1 ...  
## $ AlleyNone : num 1 1 1 1 1 1 1 1 1 1 ...  
## $ AlleyPave : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ LotShape : num 3 2 2 2 2 2 2 2 3 3 ...  
## $ LandContourHLS : num 0 0 0 0 1 0 0 0 0 0 ...  
## $ LandContourLow : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ LandContourLvl : num 1 1 1 1 0 1 1 1 1 1 ...  
## $ LotConfigCulDSac : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ LotConfigFR2 : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ LotConfigInside : num 1 0 1 1 1 0 1 1 1 0 ...  
## $ LandSlope : num 2 2 2 2 2 2 2 2 2 2 ...  
## $ NeighborhoodBrDale : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodBrkSide : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodClearCr : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodCollgCr : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodCrawfor : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodEdwards : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodGilbert : num 0 0 1 1 0 1 1 1 1 0 ...  
## $ NeighborhoodIDOTRR : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodMeadowV : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodMitchel : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodNAmes : num 1 1 0 0 0 0 0 0 0 1 ...  
## $ NeighborhoodNoRidge : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodNridgHt : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodNWAmes : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodOldTown : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodSawyer : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodSawyerW : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodSomerst : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodStoneBr : num 0 0 0 0 1 0 0 0 0 0 ...  
## $ NeighborhoodSWISU : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodTimber : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ NeighborhoodVeenker : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ Condition1Feedr : num 1 0 0 0 0 0 0 0 0 0 ...  
## $ Condition1Norm : num 0 1 1 1 1 1 1 1 1 1 ...  
## $ Condition1PosN : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ Condition1RRAe : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ Condition1RRAn : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ Condition2Norm : num 1 1 1 1 1 1 1 1 1 1 ...  
## $ BldgType2fmCon : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ BldgTypeDuplex : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ BldgTypeTwnhs : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ BldgTypeTwnhsE : num 0 0 0 0 1 0 0 0 0 0 ...  
## $ HouseStyle1.5Unf : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ HouseStyle1Story : num 1 1 0 0 1 0 1 0 1 1 ...  
## $ HouseStyle2.5Unf : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ HouseStyle2Story : num 0 0 1 1 0 1 0 1 0 0 ...  
## $ HouseStyleSFoyer : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ HouseStyleSLvl : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ OverallQual : num 5 6 5 6 8 6 6 6 7 4 ...  
## $ OverallCond : num 6 6 5 6 5 5 7 5 5 5 ...  
## [list output truncated]

View(test.set)

##Lasso Regresion Model  
set.seed(12345678)  
Control.Train <-trainControl(method = "cv", number = 5)  
Grid.Lasso <- expand.grid(alpha = 1, lambda = seq(0.001, 0.1, by = 0.0005))  
  
Model.Lasso <- train(x = train.set, y = df.combined$SalePrice[!is.na(df.combined$SalePrice)], method = 'glmnet', trControl= Control.Train, tuneGrid = Grid.Lasso)  
Model.Lasso$bestTune

## alpha lambda  
## 5 1 0.003

min(Model.Lasso$results$RMSE)

## [1] 0.1142001

Vars.Important.Lasso <- varImp(Model.Lasso, scale = F)  
Importance.Lasso <- Vars.Important.Lasso$importance  
  
Vars.Selected.Lasso <- length(which(Importance.Lasso$Overall!= 0))  
Vars.NotSelected.Lasso <- length(which(Importance.Lasso$Overall == 0))  
  
cat('Lasso Model used', Vars.Selected.Lasso, 'variables & did not use', Vars.NotSelected.Lasso)

## Lasso Model used 85 variables & did not use 97

Prediction.Lasso <- predict(Model.Lasso, test.set)  
Prediction.Values.Lasso <- exp(Prediction.Lasso)  
  
View(Prediction.Values.Lasso)  
summary(Prediction.Values.Lasso)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 47844 126908 158759 178107 212839 685017

##XGBoost Modeling  
Grid.XGB <- expand.grid(  
 nrounds = 1000,  
 eta = c(0.1, 0.05, 0.01),  
 max\_depth = c(2, 3, 4, 5, 6),  
 gamma = 0,  
 colsample\_bytree = 1,  
 min\_child\_weight = c(1, 2, 3, 4, 5),  
 subsample = 1  
)  
  
##Find Best Hyperparameter Values  
Caret.XGB <- train(x = train.set, y = df.combined$SalePrice[!is.na(df.combined$SalePrice)], method = 'xgbTree', trControl = Control.Train, tuneGrid = Grid.XGB)  
Caret.XGB$bestTune

## nrounds max\_depth eta gamma colsample\_bytree min\_child\_weight  
## 33 1000 3 0.05 0 1 3  
## subsample  
## 33 1

##XGB Boost Train & Test Sets  
Label.Train.XGB <- df.combined$SalePrice[!is.na(df.combined$SalePrice)]  
  
##XBG Train & Test Sets in Matrix  
Train.Matrix.XGB <- xgb.DMatrix(data = as.matrix(train.set), label = Label.Train.XGB)  
Test.Matrix.XGB <- xgb.DMatrix(data = as.matrix(test.set))  
  
##XGB Parameters  
Parameters.Model.XGB <- list(  
 objective = "reg:linear",  
 booster = "gbtree",  
 eta = 0.05,  
 gamma = 0,  
 max\_depth = 3,  
 min\_child\_weight = 3,  
 subsample = 1,  
 colsample\_bytree = 1  
)  
  
##XGB Cross Validation  
Cross.Validation.XGB <- xgb.cv(params = Parameters.Model.XGB, data = Train.Matrix.XGB, nrounds = 500, nfold = 5, showsd = T, stratified = T, print\_every\_n = 40, early\_stopping\_rounds = 10, maximize = F)

## [1] train-rmse:10.955587+0.004653 test-rmse:10.955522+0.019857   
## Multiple eval metrics are present. Will use test\_rmse for early stopping.  
## Will train until test\_rmse hasn't improved in 10 rounds.  
##   
## [41] train-rmse:1.428223+0.000292 test-rmse:1.428729+0.010585   
## [81] train-rmse:0.219372+0.000623 test-rmse:0.231261+0.004968   
## [121] train-rmse:0.101754+0.001338 test-rmse:0.130095+0.009549   
## [161] train-rmse:0.089498+0.001712 test-rmse:0.123474+0.010629   
## [201] train-rmse:0.083547+0.001728 test-rmse:0.121148+0.010802   
## [241] train-rmse:0.079052+0.001580 test-rmse:0.119955+0.011079   
## [281] train-rmse:0.075318+0.001398 test-rmse:0.119487+0.010939   
## [321] train-rmse:0.072064+0.001312 test-rmse:0.119232+0.011073   
## [361] train-rmse:0.069035+0.001125 test-rmse:0.118974+0.011057   
## Stopping. Best iteration:  
## [367] train-rmse:0.068597+0.001119 test-rmse:0.118900+0.011069

##Train Model using Best Round from Cross Validation  
Model.XGB <- xgb.train(data = Train.Matrix.XGB, params = Parameters.Model.XGB, nrounds = 367)  
  
Prediction.XGB <- predict(Model.XGB, Test.Matrix.XGB)  
Prediction.Values.XGB <- exp(Prediction.XGB)  
  
head(Prediction.Values.XGB)

## [1] 118315.0 161907.8 186297.7 187056.5 193928.6 166106.4

View(Prediction.Values.XGB)  
summary(Prediction.Values.XGB)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 42644 127825 156311 179084 209042 675123

##KMeans Clustering identifying Importance of Variables  
install.packages("Ckmeans.1d.dp")

## Installing package into 'C:/Users/cizek/Documents/R/win-library/3.4'  
## (as 'lib' is unspecified)

## package 'Ckmeans.1d.dp' successfully unpacked and MD5 sums checked  
##   
## The downloaded binary packages are in  
## C:\Users\cizek\AppData\Local\Temp\RtmpSo8y9i\downloaded\_packages

library(Ckmeans.1d.dp)  
  
Importance.XGB <- xgb.importance(feature\_names = colnames(train.set), Model.XGB)  
xgb.ggplot.importance(importance\_matrix = Importance.XGB[1:15], rel\_to\_first = TRUE)

![](data:image/png;base64,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)

##Averaging Models  
Models.Average <- data.frame(Id = test.IDs, SalePrice = (Prediction.Values.XGB + Prediction.Values.Lasso)/2)  
  
head(Models.Average)

## Id SalePrice  
## 1461 1461 116905.4  
## 1462 1462 161620.0  
## 1463 1463 182991.7  
## 1464 1464 192431.8  
## 1465 1465 200390.8  
## 1466 1466 167897.1

View(Models.Average)  
summary(Models.Average$SalePrice)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 46871 127287 156887 178595 209627 680070

##Export Results  
write.csv(Models.Average, file = 'Capstone Results.csv', row.names = F)